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Abstract 

With the growth of data, finance visualisation has recently gained tremendous popularity. 

However, the accessibility of financial data is poor, limiting the research in this area. Firat et al. 

(2023) recently proposed the first open dataset of retail bank transaction data, potentially 

leading to many future studies. Although previous financial visual analytic tools have worked 

on transaction data, they did not use open retail data. This thesis proposes an interactive web-

based visualisation tool to ease the exploration of this publicly accessible transaction dataset. 

Multiple coordinated views help show the link between views effectively consisting of a 

transaction amount view with an overview of the temporal patterns of transactions, a cluster 

view providing cluster information about transactions, a superpositioned calendar view with 

bar glyphs, pie glyphs, polar area glyphs, and star glyphs demonstrating the monthly pattern of 

the transactions, and table views with details of the selected transaction. The novelty of the 

project is to apply clustering algorithms to the first bank transaction dataset with the 

superpositioned calendar view consisting of different types of glyphs. Case study and 

performance test validated iBankEx. 

Keywords: Finance Visualisation, Information Visualisation, Multiple Coordinated Views, 

Glyphs, Interactive Visualisation 
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1 Motivation 

In recent years, transaction data has been growing rapidly, and analysing it can help with tasks 

like loan decision-making, criminal analysis, etc. (Firat et al., 2023). One of the challenges of 

financial data visualisation is data accessibility (Ko et al., 2016). Firat et al. (2023) recently 

tackled this problem by proposing the MoneyVis dataset, which is the first open retail bank 

transaction dataset of a single account. This may lead to much future research. Thus, 

visualisation may be needed to explore the dataset. However, the authors only provided basic 

visualisation like a stacked bar chart. Many previous visual analytic tools help explore financial 

data, and more specifically, many studies (e.g., Leite et al. (2020) and Chang et al. (2007)) 

visualised finance transaction data in a way that supports interactivity, using multiple 

coordinated views (i.e., views that update automatically when the user interact with another 

view), tables, glyphs, and clustering. However, the transaction data used in their systems is 

mostly from multiple accounts and are not publicly available.  

The aim of the present work is to provide a web-based interactive visual analysis tool, iBankEx, 

to facilitate the exploration of MoneyVis. This project can help future researchers and analysts 

understand and work on this dataset or similar dataset and give a possible starting point for 

financial visualisation app developers. The contribution is 1) an interactive visualisation tool 

with Web-Based UI (http://moneyvis.wentaom.com/dashboard), 2) a description of the 

implementation of iBankEx and the source code (see section 7), 3) a novel superpositioned 

calendar view with bar glyphs, pie glyphs, polar area glyphs and star glyphs, 4) clustered 

transactions and clustered transaction descriptions that provide more insight than the initial 

dataset, and 5) Case study and performance test that evaluate iBankEx. 6) New finding of the 

idiosyncrasies of the MoneyVis. 

The key challenges were to 1) visualise the large amount of data records, and 2) manage the 

large amount of code of the software. To tackle the first challenge, multiple coordinated views 

were utilised. Scatter plots and calendar view provide an overview of transactions while tooltips 

in the calendar view and tables are used for showing details. Sliders are provided to zoom into 

the scatter plots and views expansion is also supported to show data clearly. The second 

challenge was solved by carefully choosing programming languages and libraries. For example, 

TypeScript was used for checking type errors, and React.js was used for making reusable 

interactive component. Codes for loading and clustering data were separated from the browser 

and put into the Python API server to make them easier to change.  

The thesis is structured based on the suggestion from Bob’s Project Guideline (Laramee, 2021b). 

Section 2 provides an overview of previous research, presenting the literature scope, search 

methodology, classification of finance visualisation literature, and summarising the finance 

visualisation literature, the visualisation survey literature, and the literature on involved 

visualisation techniques. Section 3 describes the characteristics of the data. Section 4 provides 

a list of features of iBankEx and explains the technology choices. Section 5 explains the 

timeline of the project. Section 6 explains iBankEx’s visual design and software design, 

providing a system overview diagram to understand the logical model of the system, a class 

hierarchy diagram for the API server, and a components hierarchy diagram for the user interface. 

Section 7 explains the implementation of the features to help the reader understand how to use 

the system and how to re-implement the system. Section 8 presents the new finding, and case 

study and performance test that evaluated iBankEx. Section 9 and 10 provides the conclusion 

and future works.  

http://moneyvis.wentaom.com/dashboard
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2 Related Work 

This section introduces the visualisation surveys, and the related literature on financial 

visualisation and visualisation techniques. Section 2.1 introduces the scope of the literature 

review. Section 2.2 explains how the literature was found. Section 2.3 provides a classification 

for the financial visualisation research. Section 2.4, 2.5, and 2.6 summarises the financial 

visualisation research, visualisation surveys and related visualisation techniques respectively.  

 

Figure 2.1 Metadata for the literatures. 

2.1 Literature Scope 

The area of the literature to review were chosen with the advice of the project supervisor (a.k.a. 

Professor Robert Laramee), a visualisation researcher. This is appropriate due to the subjectivity 

of selecting the scope (Laramee, 2010, 2021b) and the supervisor's experience.  

The first area is “financial visualisation” as it shares a similar concept (i.e., financial 

visualisation) with the iBankEx and has similar data characteristics (i.e., temporal data with 

money value) with the transaction data used in iBankEx. The second area is visualisation survey 

papers as they “can help understand the current landscape of information visualisation” 

(McNabb & Laramee, 2017, p. 589) and help find related software and literature. The third area 

is visualisation technique research, including glyphs, multiple coordinated views, and 

clustering, which help design the iBankEx more appropriately. 

2.2 Search Methodology 

The search methodology for financial visualisation literature in section 2.4 was primarily based 

on McNabb & Laramee (2017), including “linear search” (i.e., flicking through the paper titles 

in the journals and conferences and read their abstracts) and “relation-search” (i.e., searching 

the reference list and “cited by” list), and on McNabb & Laramee (2019a). The methodologies 

for the survey in section 2.5 and the visualisation techniques literature in section 2.6 were 

supported by supervisor suggestions. 

The starting points for searching financial visualisation are the financial visualisation survey 

(Ko et al., 2016) and MoneyVis, which provided the dataset for the present project and the 
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knowledge of previous transaction data visualisation research (Firat et al., 2023). Additionally, 

Laramee (2010) and McNabb & Laramee (2019a) suggested some journals and conferences for 

searching visualisation literature.  

The linear search is conducted by learning the financial visualisation papers that appear in the 

“previous ten years of (1) the IEEE Visualization conference proceedings, (2) the IEEE 

Transactions on Visualization and Computer Graphics (IEEE TVCG) journal papers and (3) the 

EuroVis conference proceedings (called VisSym until 2005)”(Laramee, 2010, p. 2365). To 

choose the relevant literature, paper titles were checked first, and the abstract of the papers 

whose titles might relate to financial visualisation were read. As a result, six financial 

visualisation papers were found, see Table 2.1.1.  

The relation search consists of two parts. The first is learning the papers cited by MoneyVis 

(Firat et al., 2023), leading to nine related financial visualisation studies, see Table 2.1.1. The 

second part (Mao, 2023) of the relation search is learning the financial visualisation papers, 

which cited Ko et al. (2016) or Lei & Zhang (2010). The following journals and conferences 

are included in the second part: Computer Graphics Forum, IEEE Transactions on Visualization 

and Computer Graphics, Information Visualization, International Symposium on Visual 

Information Communication, Visual Informatics, International Conference Information 

Visualisation, International Journal of Accounting Information Systems. This leads to ten pieces 

of literature, of which three were also cited by MoneyVis, see Table 2.1.1. 

2.3 Literature Classification 

To organise the studies well, this section categorises the financial visualisation literature by 1-

m mapping  (McNabb & Laramee, 2019a), giving each literature more than one dimensions 

(i.e., data source and visualisation techniques). These are the appropriate dimensions as the 

papers can be easily classified (McNabb & Laramee, 2019a) based on the output of visualisation 

paper reading techniques which extract the data characteristics (Laramee, 2011) and can 

provide an overview their visualisation techniques.  

The data source dimension includes “stocks, funds, economic indicators, transactions, risk, and 

company information” (Ko et al., 2016, p. 603).  

Stocks and fund data are the data for stocks and funds. Economic indicators are the statistical 

information which impacts financial markets, such as political and company profit news and 

national financial data. Company information category covers all the information related to a 

business (e.g., profit, financial statements, sales, marketing data). “Transaction category 

considers all the data generated by transactions among different subjects (e.g., bank customers, 

companies,  and countries).” (Ko et al., 2016, p. 604). Risk are the systems helping analyse 

investment risk or systemic risk in financial institutions.  

The visual technique dimension is also used by Ko et al. (2016). However, their didn’t cover 

all the techniques in the searched literature. Thus, the visual technique category of the present 

literature review is derived from the searched literature.  

As Table 2.1.1 illustrates, most searched literature worked on transaction data, followed by 

those using stock data. Only a little searched literature used economic indicators data and fund 

data, and fewer performed on company information data. There is no searched literature 

working on risk data.  
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Table 2.1.1. Literature Classification. Blue means the linear search found the paper. Orange or 

“*” indicates MoneyVis cited them. Green means they are related to Mao (2023), Ko et al. 

(2016), or Lei & Zhang (2010). “!” means the research is not a visualisation system but is an 

improvement related to financial visualisation. The classifications were proposed by Ko et al. 

(2016).  

 Search source        !     ! *
 

 *
 

  !   *
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2.4 Finance Visualisation  

Although MoneyVis is the first publicly accessible bank transaction dataset, much previous 

research focuses on visualising the data with similar characteristics (i.e., temporal and having 

a column for money). Many of them used multiple coordinated views and interactive 

visualisation techniques. They provide a space of possibility for designing iBankEx. Section 

2.4.1 to section 2.4.4 will present the essential (i.e., “concept, implementation, key related work, 

data characteristics, and evaluation” (Laramee, 2011, 79)) of the financial visualisation 

literature.  

2.4.1 Company Information 

Q. Q. Liu et al. (2020) proposed a visual analytic system helping compensation managers 

understand the company’s traffic reimbursement situation. Their work benefits from the “A* 

algorithm” (Yao et al., 2010, p. 1154) and a “density-based clustering algorithm called Mean 

Shift” (Comaniciu & Meer, 2002, p. 604). They utilised these two algorithms and multiple 

interactive charts (Figure 2.4.1.1) to show the overview traffic information and assist in detailed 

analysis to achieve their idea. Their data is temporal, geospatial, and multi-variate, spanning 

four months. They evaluated their work through case studies and domain experts’ feedback.  

 

Figure 2.4.1.1. A screenshot of a Visual analytic tool for traffic reimbursement data from Q. Q. 

Liu et al. (2020). (A) A table showing department name, total amount, total number, and average 

amount of the reimbursements. (B) A Scatter plot showing reimbursement records in 2-D space 

obtained by t-SNE. (C) 2-layer timelines that can control the data shown in (H). (D) The map 

with yellow circles showing the employee’s traffic destination and the heatmap showing the 

density of the residential locations. (E) Timelines showing the reimbursement record. One 

timeline represents the home centre, and the other for the company centre. (F) Chord diagram 

whose angle represents time and segment represents destination cluster. (G) PCP showing 

detailed information for the selected cluster in (F). (H) Table for detailed reimbursement records 

chosen in (C). 

Q. Q. Liu et al. (2021) developed a visual analytic tool (see Figure 2.4.1.2) to ease the 

exploration and comparison of different bank credit rating schemes. Their work strongly relies 

on Joachims (2002). They utilised a ranking tabular view to help interactively explore various 

ranking schemes, a project view based on “T-SNE” (Maaten & Hinton, 2008, p. 2579), which 

is for visualising high dimensional data, to show the similarities between banks, and a ranking 

comparison view to help understand the factors for the ranking result. The data used in their 

work is multivariate and static, which contains different banks' information. A case study and 

domain experts' feedback validated their work.  
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Figure 2.4.1.2. A screenshot of “RatingVis” from Q. Q. Liu et al. (2021). (A) Four scatter plots 

showing the projected bank data of different ranking schemes. (B) Ranking comparison views 

explain the individual banks' ranking schemes. (C) Table showing the current ranking schemes 

and allows the ranking change. 

2.4.2 Stock 

Lei & Zhang (2010) facilitate the analysis of stock market data through a visual analytic system, 

see Figure 2.4.2.1. Inspired by Dorogovtsev et al. (2006) and Zhao et al. (2008), they clustered 

prices by the k-core algorithm and developed a “Market View”, an “Underperforming Stock 

View”, an “Asset View”, a “Pattern View”, and a “Pattern Learning View” (Lei & Zhang, 2010, 

p. 5-6). Their work used time-series stock data and was evaluated by a user study.  
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Figure 2.4.2.1. A screenshot of the ring chart from Lei & Zhang (2010). The arc length 

represents the capital size. The black ring is for the Heng Seng Index. The colour represents 

stock sectors. Grey rings represent the stocks whose prices declined, and the outside orange 

ones represent the stocks with better performance than the market index. 

Tsang et al. (2020) proposed “TradeAO” (Tsang et al. 2020, p. 61) (Figure 2.4.2.2), a visual 

analytics tool that helps traders explore and assess the trading algorithm optimisation process. 

Their work is based on Pairs Trading (Deshpande & Barmish, 2016), Moving Average (Nakano 

et al., 2017) and the Multiple Linear Regression Model (Park et al., 2010). Linked views consist 

of an algorithm evolution view, a parameter correlation view, a trading residual view, and a cash 

usage view. A trading history view was also developed to facilitate the strategy overview tasks, 

algorithm instance inspection tasks and algorithm instance assessment tasks. They used 

temporal multi-variate stock data and assessed their work by expert interviews.  
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Figure 2.4.2.2. A screenshot of TradeAO (Tsang et al., 2020). (A) Trading evolution views 

show the evolution of trading algorithms with different parameters. The relative mode can help 

compare the performance of two algorithms with PCP. (B) Parameter correlation views indicate 

the overfitting condition of the algorithm. (C) Trading residual views showing the performance 

of the algorithm. (D) The cash usage view shows the use condition of cash usage within 

different trading periods. (E) Trading history view with the information of the trading orders of 

the entire period. 

Yue et al. (2021) provided a visual analytic tool for factor investment, see Figure 2.4.2.3. Their 

work has a significant relation to Dingen et al. (2019). Their system chooses the financial 

features through sparse regression models. Meanwhile, their system provided a control panel, 

a factor view, a stock view, a factor list, a stock return view, and a back-testing view. They used 

multivariate temporal data for evaluating the system. A user study was conducted to validate 

the effectiveness and usability of their system. 

 

Figure 2.4.2.3. A screenshot of “iQUANT” (Yue et al., 2021, p. 189). (a) is the control panel. 

(b) is the factor view. (c) is the stock view showing each sector. (d) is the factor list allowing 

selection. (e) is the stock return view showing portfolio construction. (f) is the backtesting view 
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showing the trend of revenue. 

Inspired by iQUANT, Guo et al. (2022) proposed a visual analysis tool (Figure 2.4.2.4) that 

aids stock market investors in deciding factor investing. They collaborated with domain experts 

and used the regression model and AR+GARCH model. Additionally, they provided a novel 

visualisation design to show the performance of the factors and help construct a portfolio. The 

nature of the data is a multivariate time-series and has 3000 stocks data spanning 7 thousand 

days. Case studies and user studies evaluated their work. 

 

Figure 2.4.2.4. A screenshot of “RankFIRST” (Guo et al., 2022, p.2). (a) Control panel. (b) 

Factor view helps explore the selections’ factor return. (c) Factor tree map showing the returns 

of aggregated factors. (d) List of ranked stock. (e) Stock timeseries view allows the constructed 

portfolio. (f) Portfolio rank timeseries show the change in the rank of the stocks over time. (g) 

portfolio backtest timeseries showing the returns of the stock index versus the portfolio. 

He & Li (2022) improved the appearance and readability of stacked charts (Figure 2.4.2.5). 

Their work was inspired by Byron & Wattenberg (2008). To achieve their goal, He & Li (2022) 

provided an optimised layer ordering algorithm based on the “minimum cumulative variance 

rule” (He & Li, 2022, p. 66) and used “width priority principles” (He & Li, 2022, p. 66) to 

improve the placement of labels. They also conducted a survey consisting of 268 questionnaires 

to support the choice of colour. Their data is temporal of 11 trading days. The layer ordering 

mechanism was evaluated by the Cumulative Variance index, measuring the sum of the 

volatility of each layer.  
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Figure 2.4.2.5. Comparison between different stack graphs generation approach: “(a) input data, 

(b) input order, (c) MinWig8, (d) TwoOpt21, (e) the flipped order of” (He & Li, 2022, p. 72) 

theirs, and  (f) generated by their approach. 

2.4.3 Fund 

Rudolph et al. (2009) proposed a visualisation analytic system (see Figure 2.4.3.1) that helps 

casual users make personal finance decisions. Based on ThemeRiver (Havre et al., 2000) and 

investment planning (Lusardi & Mitchell, 2005), they built their financial model using the 

Standard portfolio theory method and used table and Themeriver to show the investment, risk, 

remaining money, and the baseline. The data used in their system is temporal fund data. They 

evaluated their work through a laboratory experiment.  
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Figure 2.4.3.1. A screenshot of the visualisation for the investments from Rudolph et al. (2009). 

The purple line shows the remaining amount to invest. The blue line and the grey area offer the 

risk range.  The filled red marker is the selected investment located at the start year of the 

investment. The unfilled red marker is the unselected investment. The yellow part shows the 

risk contribution of the selected investment. 

2.4.4 Economic Indicators 

Ruppert et al. (2017) provided an interactive visualisation system to ease decision-making in 

the mining sector. Their work is based on Simon's (1960) decision-making model. To achieve 

their goal, they provided a matrix view (Figure 2.4.4.1), a statistic view for exploring an 

individual country’s data, and a detailed view for the detailed question. Additionally, they 

enable similarity search, helping users find similar countries and developing a country 

comparison view for comparing different countries. They used static multivariate questionnaire 

data. A user test with quantitative and qualitative questions validated their work. 
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Figure 2.4.4.1. A screenshot of “Weighted Matrix View” (Ruppert et al. 2017, p. 159). The 

chart shows an overview of the dataset of an individual country. The top-left chart shows the 

topics' performance with “mining value” (Ruppert et al. 2017, p. 158). The bottom-left chart 

shows those without mining value. The right chart shows the “mining sector importance scores” 

(Ruppert et al. 2017, p. 158). The buttons at the bottom right corner can export the charts. 

Hermes (Leite, Arleo, et al., 2020) is a visualisation tool (see Figure 2.4.4.2) for exploring 

economic networks. This work closely relates to Ceneda et al. (2019). They visualised their 

data through 2 pages of multiple coordinated views. They utilised a guidance-enriched approach 

for sub-graph searching. The data used is temporal, multivariate economic graph data with 172 

nodes over 20000 edges. Their system was evaluated by user study, case study and experts’ 

feedback. 
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Figure 2.4.4.2. “Hermes” (Leite, Arleo, et al., 2020, p. 11). (A) Time slider for selecting a year. 

(B) The Connection Matrix shows the connection of sectors for the country. (C) A map 

indicating the colour of each region. (D) Parallel coordinates showing the contribution of each 

sector of different regions. (E) Sector doughnut charts presenting each sector’s regional 

distribution. 

2.4.5 Transaction 

Arleo et al. (2019) proposed a visual analytics tool to help investigate time-series national 

economies data. Their work relates to previous visual analytic research (Didimo et al., 2012; 

Kirkland et al., 1999; Leite, Gschwandtner, Miksch, Kriglstein, et al., 2018; Pham & Lee, 2017). 

Arleo et al. (2019) visualised inter-company transactions using micro and macro data from 

different sources, see figure 2.4.5.1. Domain knowledge was used for the incremental model-

building process. They used spatiotemporal and multivariate transaction data and national 

economic data. They validated the work through a user study.  

 

Figure 2.4.5.1.  A screenshot of “Sabrina” (Arleo et al. 2019). (a, b, and c) Map showing an 

overview of the density of the companies and transaction data in Austria. Each hexagon 

represents a group of aggregated firms. (d) Timeline controlling the time of the shown data. (e) 
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Detailed information for the aggregated selected transactions. (f)  Control panel for encoding 

and filtering. (g) Tooltips showing detailed information about the hexagon.  

Arleo et al. (2023) then developed an improved version, Sabrina2.0 (see Figure 2.4.5.2), with 

advice from domain experts. Sabrina2.0 show the data from different levels, including the 

transactions between companies and between regions. It provided the options for different 

models. Sabrina2.0 used spatial-temporal data from a heterogeneous source, with only 1000 

companies were chosen. User studies and case studies evaluated the system.  

 

Figure 2.4.5.2. Sabrina2.0 from Arleo et al. (2023). (a) Timeline. (b) Configuration panel. (c) 

Selection panel. (d) Detailed information. (e) Colour legend. (f) Table showing transactions.  

Leite et al. (2016) developed a visual analytics tool (Figure 2.4.5.3) to improve financial fraud 

analysis. Their work is closely related to Carminati et al. (2014). They prototyped an automatic 

transaction evaluation system with visualisation to help users understand and improve the 

evaluation system. They used temporal financial transaction events data.  
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Figure 2.4.5.3. A screenshot of the visual analytic tool with linked views from Leite et al. 

(2016). (a) Parallel coordinate where each line represents a transaction. (b) Scatter plots where 

each point represents a transaction. (c) A stacked bar chart shows the score of each highlighted 

transaction.  

Leite et al. (2018) provided a visual analytics system (i.e., EVA) (see Figure 2.4.5.4) to help 

with financial fraud detection. Their work used a similar approach proposed by Kirkland et al. 

(1999), which is the integration of “AI, visualisation, pattern recognition, and data mining” 

(Kirkland et al., 1999; Leite et al., 2018, p. 331), and extended with interactive visualisation 

techniques. They iteratively developed their system with domain experts utilising a scoring 

algorithm to find unauthorised transactions and highlighted them in their visualisation system. 

They used money transaction data, which is multivariate geospatial and temporal. There are 

thirteen million records over fifteen months. User studies and interviews evaluated the usability 

and effectiveness of their system.  
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Figure 2.4.5.4. A screenshot of “EVA” (Leite, Gschwandtner, Miksch, Kriglstein, et al., 2018) 

(A.1, A.2) Temporal views. (A.2) Filter. (B) Parallel coordinates plot showing transactions and 

their score. Each line is a transaction. (C) Scatter plot showing the amount and overall score. 

(D) Sorted bar chart showing the select account’s amount (D.1) and frequency (D.2). (E) Bar 

chart as accounts selector showing each account’s number of transactions. (F) Table view 

showing detailed data.  

Didimo et al. (2014) provided a visualisation system (see Figure 2.4.5.5) to ease the analysis of 

financial activity networks. Their work closely relates to “VisForFraud” (Di Giacomo et al., 

2010, p. 393). The interaction method used in their work was inspired by Eades & Huang (2004). 

They “combined enhanced graph drawing techniques to devise novel algorithms and interaction 

functionalities for the visual exploration of network dataset, together with tools for SNA and 

for the automatic generation of reports.” Didimo et al. (2014, p. 433). They used temporal 

transaction data collected by financial institutions such as “banks and casinos” (Didimo et al., 

2014). Case studies and user tests were conducted on the usefulness of their system.  

 

Figure 2.4.5.5. VISFAN from Didimo et al. (2014). 

Leite et al. (2020) developed a visual analytics tool (see Figure 2.4.5.6) to improve fraud 

analysis. Their work is closely related to “EVA” (Leite, Gschwandtner, Miksch, Kriglstein, et 

al., 2018). By collaborating with domain experts, they developed a visualisation system fitting 

into the financial fraud detection workflow and enabling “guidance-enriched pattern search” to 

facilitate analysis at different complexity levels. They used in their system is multivariate time-

series network transaction data spanning over two years from 77,000 accounts. They conducted 

user studies and interviews to evaluate their work. 
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Figure 2.4.5.6. A screenshot of “NEVA” (Leite et al., 2020, p. 349). (A) Temporal views. (A.1) 

Detailed temporal view. (A.2) Overview of temporal view. (B) Node-Link view showing the 

network of the accounts to analyse. (C) Pattern search panel with guidance. (D) History of the 

clicked nodes. Suspicious data are highlighted.  

WireVis (Chang et al., 2007, p.3) is a visualisation tool facilitating the exploration of wire 

transaction data, see Figure 2.4.5.7. Their work filled the research gap in visualising financial 

transaction data by multiple coordinated views, which had been proved feasible by North & 

Shneiderman (2000). They designed filterable coordinated multiple views showing both 

overview and detail of data over time and provided a search-by-example technique to show the 

similar transactions. They used binning techniques, grouping the accounts based on the 

keyword frequency of each account’s transactions. They used temporal multivariate transaction 

data sampled over twelve months. They assessed their system through two case studies.  

 

Figure 2.4.5.7. “WireVis” (Chang et al., 2007, p.3). The top-left view is a heap map showing 

relationships between accounts and keywords. The top-right window is the search-by-example 
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tool. The bottom-left window is the string and bead view showing the temporal pattern of the 

transactions. The bottom-right view is the keyword graph. 

Their later work (Chang et al., 2008) improved the scalability of WireVis by using SQL Server 

2005. As Figure 2.4.5.8 demonstrates, they build six database tables for raw data and five 

database tables for visualisation views. The procedures for the data process are also stored in 

the database. The data is temporal and relational, with 46000k records. They validated their 

work through performance tests.  

 

Figure 2.4.5.8. The connection between “WireVis to a database” (Chang et al., 2008, p. 7). 

Inspired by Wasserman & Faust's (1994) research on social network analysis, Singh & Best 

(2019) proposed AMLink to help detect money laundering. Before visualising the data, they 

imported the data and then processed the data by SQL query. Sequentially, data are converted 

to the format that can be rendered by GraphViz. Finally, GraphViz rendered the data as node-

link chart (Figure 2.4.5.9). They used multivariate and temporal anonymised transaction data. 

Domain experts’ feedback was used for assessing their system.  

 

Figure 2.4.5.9. Node-link chart used in AMLink from Singh & Best (2019).  

ATOVis (Maçãs et al., 2022) is a visual analytic system that helps fraud detection, see Figure 
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2.4.5.10. The multilevel timeline used in their system was inspired by Brehmer et al. (2017). 

With the help of e-commerce experts, they provided a multiscale timeline showing both the 

overview and detail of a transaction over time, a main view of customers’ transaction behaviour 

and a details area for the details of the transaction within a period. Moreover, clustering and 

aggregation were applied to avoid cluttering. They used multivariate, temporal transaction data 

consisting of more than 4 million transactions. A user study tested their system.  

 

Figure 2.4.5.10. A screenshot of “ATOVis” (Maçãs et al., 2022) (a) Timeline area showing both 

the overview and the detailed temporal pattern of transactions. (b) The main view provides an 

overview of a user’s transaction behaviour. In (b), each straight line represents transactions 

aggregated by day, and each curvy line represents clustered transactions. The red line is the 

fraudulent transactions. Circles indicate the change of the attribute. The thickness of the lines 

and circles represents the number of transactions. The dotted line connects the related attributes. 

(b1) is a radial representation where the inner line happens earlier. (b2) is the linear 

representation where the top line happens earlier. (c) Details of the selected transactions. 

Yue et al. (2019) provided an interactive visualisation tool (Figure 2.4.5.11) to ease the 

comparison and analysis between Bitcoin exchanges, which had been overlooked in previous 

research. They utilised multiple coordinated views with interactive visualisation techniques to 

show the pattern and trend of the Bitcoin market. They used multivariate, time-series 

transaction data, which is bigger than 10GB spanning seven years. Their research was evaluated 

by case studies and interviewing domain experts. 
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Figure 2.4.5.11. A screenshot of “BitExTract” (Yue et al., 2019, p. 162). (A) Comparison view 

for comparing the different indices of the exchanges. (B) Exchange list illustrating the history 

transactions volume of different bitcoin exchanges. (C) Massive sequence view providing an 

overview of the entire market. (D) Connection view showing the behaviour between different 

exchanges.  

Maçãs et al. (2020) eased the visual analysis of banking transactions fraud. Their work was 

inspired by Wirevis (Chang et al., 2007) and Self-Organising-Map (Rogovschi et al., 2011) (i.e., 

a dimension reduction technique). With the help of a fraud detection company, they built a 

visualisation tool representing each transaction by glyph and having a history view (Figure 

2.4.5.12) and a transaction topology view. Their data set is anonymised bank transactions, 

which are multivariate and temporal. They validated their work through user studies. 

 

Figure 2.4.5.12. Transaction history view from Maçãs et al. (2020). (A) GUI panel. (B) Glyphs 

matrix mapping x to time and y to transaction amount and amount histograms. (C) Time 

histogram and mini self-organising-map. (D) Timeline.  

Firat et al. (2023) proposed the first open retail bank transaction dataset. The previous publicly 

unavailable transaction datasets inspired them. They first anonymised their data and applied 

manual, semi-automatic, and automatic categorisation. The characteristics of their data set will 

be introduced in section 2.3. The usability of their dataset was validated by the initial 

visualisation (Figure 2.4.5.13). 
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Figure 2.4.5.13. A stacked bar chart showing the transaction type automatically defined by 

banks of different years from Firat et al. (2023). 

2.5 Visualisation Surveys 

There are surveys in information visualisation, which help understand the current knowledge 

of information visualisation.  

McNabb & Laramee (2017) provided the first survey of survey for information visualisation to 

help researchers understand this field. They searched 86 information visualisation survey 

papers (Figure 2.5.1) through linear and relation searches, used a 2-d classification scheme that 

uses subject (i.e., “Data-Centric, Multivariate & Hierarchical, Graphs & Networks, Coordinated 

Multiple Views, Real-World Applications, Overview” (McNabb & Laramee, 2017, p. 591)) and 

information visualisation pipeline (i.e. “Data Enhancement & Transformation, Visual Mapping 

& Structure, Exploration & Rendering, Interaction & Analysis and Perception” (McNabb & 

Laramee, 2017, p. 593)).  

 

Figure 2.5.1. A histogram where x represents the year of the survey and height represents the 

number of the survey. The colour represents the category of the survey. Figure from McNabb 

& Laramee (2017). 

However, the SoS (McNabb & Laramee, 2017) did not focus on visualisation books, so Rees 
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& Laramee (2019) provided a survey for the books. They searched the books on their shelves 

and in online bookstores like Amazon, John Smith, etc. The number of books they have 

searched is over 23000 pages. They provided a two-level classification based on books and 

chapters topics (Figure 2.5.2).  

 

Figure 2.5.2. Metadata of the books included in the Survey of Books from Rees & Laramee 

(2019). 

Liu et al. (2023) provided an overview of data visualisation resources to help different 

audiences find resources, see Table 2.5.1. Their work is closely related to Liu et al.'s (2021) 

short survey and shares a similar idea of providing a collection of resources with Matrix & SUS 

(2011). To achieve their goal, they provided collections of resources. They searched the 

collections of resources based on their rich experience in visualisation and the resources related 

to those resources. They classified them based on the resource type, including website, literature, 

software collection, colour, geospatial, and blogs. Moreover, they provided a website to update 

the collections.  

Table 2.5.1. A table showing the target audiences of different resource collection subjects from 

Liu et al. (2023). 

 

Ko et al. (2016) provided a survey focusing on visual analytics for financial data. This survey 

benefits from the previous classification for the business application domain (Tegarden, 1999). 

They achieved their goal by reviewing 50 studies (Figure 2.5.3), interviewing financial domain 

experts and extracting task requirements of the exploratory financial data visualisation. Then, 
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they classified the literature by different categorisation schemes, including “data sources, 

applied automated techniques, visualisation techniques, interaction, and evaluation methods” 

(Ko et al. 2016, p. 599). 

 

Figure 2.5.3. A bar chart showing the year distribution of the literature searched by Ko et al. 

(2016). Figure from Ko et al. (2016). 

Roberts & Laramee (2018) provided a more comprehensive survey for business data 

visualisation. Their scope is closely related to the financial visualisation that Ko et al. (2016) 

included. They searched the literature for combined terms related to business visualisation from 

popular sources or tools like IEEE Xplore. Then, they classified the literature into three 

categories, including “business intelligence, business ecosystem and customer-centric” 

(Roberts & Laramee, 2018, p. 1) (Figure 2.5.4). 70 pieces of literature were included in their 

survey.   

 

Figure 2.5.4. This tree shows the top-level classification of business visualisation literature 

from Roberts & Laramee (2018). Green ones are the leaf nodes. Yellow ones are the umbrella 

classification. Financial visualisation is related to this survey but has been included by Ko et al. 

(2016). 

2.6 Visualisation Techniques 

Many studies focus on visualisation techniques, such as multiple coordinated views, clustering, 

and glyphs, helping form the appropriate design of iBankEx. 

Multiple coordinated view is powerful for data exploration, synchronising the views through 

interactive techniques like brush and linking (i.e., selecting a view and another view will update) 

(Langner et al., 2019; J. C. Roberts, 2007). The use of multiple views in iBankEx is influenced 

by their popularity among the previous financial visualisation research (Chang et al., 2007; 

Didimo et al., 2014; Leite et al., 2016; Leite, Gschwandtner, et al., 2020; Leite, Gschwandtner, 
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Miksch, Gstrein, et al., 2018; Maçãs et al., 2020, 2022; Singh & Best, 2019; Yue et al., 2019), 

see Section 2.1.2 and Table 2.6.1. 

Table 2.6.1. Visualisation techniques used in financial visualisation research using transaction 

data. Orange or “*” indicates MoneyVis cited them. Green means they are related to Mao (2023), 

Ko et al. (2016), or Lei & Zhang (2010). “!” means the research is not a visualisation system 

but is an improvement related to financial visualisation. The classifications were proposed by 

Ko et al. (2016).  
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Bar charts ✔  ✔  ✔    ✔     ✔ ✔ ✔  7 

Graph   ✔ ✔  ✔   ✔ ✔ ✔ ✔      7 

Table     ✔  ✔ ✔           ✔ 4 

Clustering  ✔        ✔ ✔ ✔ 4 

Timeline            ✔     ✔ ✔ ✔ 4 

PCP ✔        ✔     ✔       3 

Scatter plot ✔        ✔             2 

Small multiples     ✔          ✔       2 

Glyph            ✔     ✔     2 

Map   ✔                  ✔ 2 

Line chart        ✔               1 
Pie, doughnut or 

ring 
       ✔               1 

Customised                    ✔   1 

Area chart          ✔             1 

Plot Matrix ✔                      1 

SOM                  ✔     1 

String and Beads     ✔                  1 

Heatmap     ✔                  1 

Massive 

sequence view 
       

        ✔       1 

Moreover, Bach et al. (2022) provided some guidelines for designing a visualisation dashboard, 

sharing a similar concept with multiple coordinated views. Their work closely relates to the 

dashboards collected by Sarikaya et al. (2019). They provided a taxonomy of dashboard design 

patterns by reviewing 144 dashboards based on structure, visual design, and interactivity. Then, 

they grouped the dashboard into six genres. Sequentially, they discussed the design trade-offs 

and possible design frameworks for dashboards (Figure 2.6.1). They surveyed 144 dashboards 

and conducted a qualitative dashboard design workshop to evaluate and improve their work. 

They suggested that an ideal dashboard should minimise the screen space, abstraction level, 

number of pages, and interaction, which impacts the design of the current project. 
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Figure 2.6.1. The trade-off between dashboard design (Bach et al., 2022). Increasing one will 

decrease the others.   

As Table 2.6.1 presents, clustering is popular in visualisation research due to its ability to 

resolve cluttering (Ellis & Dix, 2007) by grouping similar entities. IBankEx is based on two 

clustering algorithms (i.e., k-mean and linkage-based clustering algorithms) introduced by 

Fuchs et al. (2019). They provided an online interactive visualisation tool (Figure 2.6.2) to help 

understand clustering algorithms. Their work was inspired by Hundhausen et al. (2002) and 

Shaffer et al. (2010). They developed their system with web technology and d3 library. They 

used 2D static data and evaluated their work by user feedback.  

Moreover, Santos et al. (2018) introduced character-based, vector-based, and hybrid-based 

string measure methods in their research, providing the options for choosing string measures in 

iBankEx. 

 

Figure 2.6.2. A screenshot of EduClust from Fuchs et al. (2019). This tool helps learn clustering 

algorithms by providing an interactive visualisation with a scatter plot and dendrogram. The 

selection menu allows the user to choose a dataset. The parameter settings panel allows the 

change of the parameters for the algorithm. The navigation area allows the user to control the 

steps of the clustering process. The cluster view shows the clusters on a scatter plot. The 
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information space shows the current step of the clustering algorithm and explains the algorithm 

through pseudocode. The tooltip provides more detail for the algorithm.  

Glyph-based visualisation effectively shows multiple data attributes on a single visual object 

(Borgo et al., 2013). There are several glyph-related guidelines and research. Borgo et al. (2013) 

presented a comprehensive report related to glyph-based visualisation. They linked the 

underlying theories in semiotics, perception, and cognition with glyph-based visualisation, 

searched the existing guidelines for design and implementation, and surveyed the applications 

of glyph-based visualisation.  

Fuchs (2015) aimed to help design and choose glyphs for temporal and multi-dimensional data. 

Their reviewed the experiments conducted in the last 70 years and conducted experiments for 

both temporal and multi-dimensional glyphs (Figure 2.6.3). They provided guidelines for 

designing effective glyphs.  

 

Figure 2.6.3. The Glyphs used in Fuchs' (2015) experiments. 

Rees et al. (2021) improved glyph visualisation for agent behaviour. Their work is closely 

related to the grid-based cluster aggregation technique (Fuchs et al., 2016) and glyph placement 

strategies (Ward, 2002). With the help of domain experts, Rees et al. (2021) designed the 

hierarchical glyphs (Figure 2.6.4) that can avoid overlapping by aggregation. They used context 

and focus (i.e., greyscale for unimportant attributes) to highlight the important attributes, which 

is also used in iBankEx. They used multi-variate temporal call centre data with more than 5 

million records. Case studies and domain expert feedback evaluated their work.  
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Figure 2.6.4. A screenshot of AgentVis from Rees et al. (2021). The left chart displays more 

than 6500 overplotted glyphs. The right chart clustered the glyphs and used size to represent 

the number of children in the group. 

McNabb & Laramee (2019b) also utilised context and focus, improving the glyph placement 

mechanism on the map. Their work is closely related to the previous survey and visualisation 

tool focus on glyph placement (Ward, 2002, 2008; Ward & Lipchak, 2000). Pie, polar area, bar, 

and star glyphs (see Table 2.6.2) were chosen in their work and also used in the iBankEx. They 

designed a novel algorithm pipeline and enabled different interactivity techniques like zooming 

and filtering. They tested their idea through 3 case studies and compared them with standard 

glyph placement strategies. The case studies used different dataset which are multi-variate and 

temporal, up to more than 3000 entities.  

Table 2.6.2. Glyphs used by McNabb & Laramee (2019b). 

 

3 Data Characteristics 

The MoneyVis dataset (Firat et al., 2023) is a time-series multivariate retail bank transaction 

data from a single account. There are 6567 entries of transactions spanning from the July of 

2015 to the July of 2022. The dataset has the following columns: 

1. Transaction number: unique id of transaction. 
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2. Transaction type: categories automatically generated by the bank. 

3. Credit: the amount of incoming transaction. 

4. Debit: the amount of outcoming transaction. 

5. City: with many missing values. 

6. Country: with many missing values. 

7. Transaction description: the description of each transaction. 

8. Date: transaction happens on Saturday and Sunday are put into the following Monday.  

9. Category: a category of the transaction added by Firat et al. (2023). 

The dataset is provided online by Firat et al. (2023) at this URL: https://tinyurl.com/y4e8yevn. 

Before developing the app, preliminary data exploration was conducted by Tableau. A 

dashboard (Figure 3.1) was developed to show the patterns and trends of the data.  

 

Figure 3.1. A Tableau dashboard for exploring the dataset before developing iBankEx. 

Some errors were found during the preliminary data exploration. They were fixed before 

developing the software. Firstly, some cities are represented incorrectly (Figure 3.2). For 

instance, Nottingham is represented by “Nottingham”, “Nottingham ”, and “nottingham”. To 

handle this, the city and country column were capitalised, and the right space that appeared in 

city names were removed. The value “Almer??a” was replaced by “Almería”.  

https://tinyurl.com/y4e8yevn
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Figure 3.2. This figure shows the printed unique values that appear in the “Location City” 

column in the dataset. Nottingham is represented incorrectly by three forms, including 

“Nottingham”, “Nottingham ”, and “nottingham”. Swansea was represented by two forms: 

“Swansea” and “swansea”. Almería was represented incorrectly by “Almer??a”.  

Secondly, some transaction records whose city is in the UK used empty values for the country 

name (Figure 3.3). To handle this, the data whose location city is Nottingham, Swansea or 

Bristol were fixed by setting their county as “Uk”. 

 

Figure 3.3. The checkCityCounty function returns the cities that have incorrect country names. 

Some transactions in Nottingham, Bristol and Swansea have the wrong country value. 
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4 Project Specification 

This section presents the features and technology choices.  

4.1 Feature Specification 

This section introduces the  must-have features and optional features of iBankEx as suggested 

by the project guideline (Laramee, 2021). As the program is developed incrementally, the 

features are organised to many small features to make it possible to put them into the project 

timeline (Table 5.1). 

4.1.1 Must-have Features 

1. Web-based UI 

2. Calendar View with Year Selection 

3. Basic Bar and Pie Glyph 

4. Calendar View Glyph Option 

5. Cluster View with Logarithmic Scale and Sliders 

6. Transaction Amount View with Logarithmic Scale and Sliders 

7. Table View for Detailed Data 

8. Brush and Linking 

9. Consistent Axis Style and Colour 

10. Calendar View Detail-on-Demand 

11. Transaction Clustering 

12. Transaction Description Grouping 

13. Colour Legends and Highlighting 

14. Context and Focus 

15. Transaction Frequency 

4.1.2 Optional Features 

1. Bar Glyph Reordering 

2. Bar Glyph Bandwidth and Height options 

3. Pie Glyph Radius Option 

4. Polar Area Glyph 

5. Polar Area Glyph Radius Options 

6. Star Glyph 

7. Star Glyph Radius Options 

8. “Superpositioned” (Gleicher, 2018, p. 417) Calendar View 

9. Calendar View Expanding 

10. Transaction Amount View Axis Swapping 

11. Transaction Amount View Expanding 

12. Cluster View Expanding 

13. Cluster View Colour Option 

14. Cluster View Axis Options and Swapping 

15. Table View Page Option 

16. Table View Clear-All Button 

17. Table View Sorting 

18. Table View Synchronised Row Colour 

19. Colour Legend Sorting 

20. Border Colour for Brusher and Calendar View 

21. Table View Consistent Radio Button Colour 

22. Transaction Description Grouping Advanced Mode 
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4.2 Technology Choices 

In this project, Python and TypeScript are used. The libraries used in this project are React.js, 

Redux.js, D3.js, Next.js, Material UI, Tailwind CSS, Fastapi, Uvicorn, Pandas, Numpy, Scikit-

learn, Jellyfish, SciPy. SVG and Canvas are strategically used for rendering the charts. Tools 

like Git, GitHub, Vscode, Prettier, “ES7 + React/Redux/React-Native snippets”, Docker, 

FileZilla, Vultr, and Node Package Manager are used. 

Section 4.2.1 to section 4.2.4 introduces the technologies and explain the reason for using them. 

4.2.1 Programming Language 

Python and TypeScript are the programming languages used in iBankEx. TypeScript is a 

programming language built upon JavaScript (JavaScript With Syntax For Types., n.d.), and 

JavaScript is an interpreted non-typed programming language running in a browser or another 

environment such as node.js. TypeScript provides type checking (Figure 4.2.1.1) and code auto-

completing suggestions (Figure 4.2.1.2). Python is an interpreted programming language with 

plenty of libraries. In the present project, Python is used for data manipulation, including data 

loading, cleaning, clustering, and aggregation, and for the API server, which returns transaction 

and cluster data. TypeScript code is compiled into JavaScript code and running in the browser 

for fetching data, data manipulation, state management logic, visualising, etc. There are three 

reasons for choosing them. 

The first reason is that they share the nature of the “best tools”, which are “(1) open source, (2) 

cross-platform, and (3) provide a forum in which to ask questions” (Laramee, 2021, p. 7). 

Python and TypeScript are open-source (Wagner, 2018; Welcome to Python.Org, 2023). Python 

is cross-platform, as it can be run on Windows, Linux and MacOS (Python Operating Systems 

List, n.d.). TypeScript is also cross-platform, as it can be run in a browser. Additionally, by 

using frameworks like React Native, TypeScript can be used for building mobile applications 

(Brito et al., 2018). Moreover, TypeScript can also be run in a node.js environment, which can 

be run on Linux, Windows and macOS. Finally, TypeScript and Python have strong community 

support and forums (e.g., discuss.python.org, stackoverflow.com/questions/tagged/typescript) 

for asking questions. 

 

Figure 4.2.1.1. Typescript type checking. If using JavaScript, the “user.name” value will be 

“undefined”, which might lead to unintentional error. TypeScript raises this error early in the 

code editor. Figure from JavaScript With Syntax For Types. (n.d.). 

https://discuss.python.org/
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Figure 4.2.1.2. TypeScript provides auto-completing suggestions based on the properties of an 

object. Figure from JavaScript With Syntax For Types. (n.d.). 

The second reason is the popularity of Python and JavaScript for data visualisation (X. Liu et 

al., 2023). Python libraries like pandas, numpy, and SciPy can help manipulate data. There are 

many Python visualisation libraries, such as ggplot, plotly and seaborn (Luraschi, 2015/2023). 

Meanwhile, there are many JavaScript libraries, like d3.js, chart.js, etc., for visualisation 

(Luraschi, 2015/2023). Moreover, many existing works used JavaScript. For example,  

Andrews et al. (2016) used JavaScript for geospatial visualisation, and Lavoué et al. (2013) 

used JavaScript for visualising compressed 3D data. TypeScript is a superset of JavaScript, 

which means those visualisation libraries can also be used when writing TypeScript code. The 

reason for using Typescript but not JavaScript is that Typescript can potentially increase 

development experience and productivity by type error detecting and code auto-completion 

(Fischer & Hanenberg, 2015; Gao et al., 2017; What Are the Advantages of TypeScript over 

JavaScript?, 2023). 

The third reason is that they are the author’s most familiar programming languages, as the 

author had done previous coursework with Python and JavaScript, which is good for the 

prospect of project management. If using other suitable programming languages, such as Java 

for visualisation or C# for API, there might not be enough time to learn.  

4.2.2 Libraries 

It is worth noting that there are many existing JavaScript visualisation libraries, such as chart.js, 

plotly.js, and React-Vis (Luraschi, 2015/2023). The present project do not use these high-level 

chart library for three reasons. The first reason is to provide the flexibility for changing the code, 

as using d3.js with React and Redux allows implementing the features at a more detailed level 

than using high-level visualisation libraries. The second reason is that the author of the present 

project has previous project experience in building a d3-based app but has no experience in 

JavaScript high-level chart library. The third reason is to make the code more consistent to ease 

the change. For example, it is possible to render bar glyphs, pie glyphs and scatter plots using 

one existing library. However, if some new features are needed to be added and cannot be 

supported by the chosen library, the new library needs to be used, and it takes time to learn the 

new library. Therefore, all the charts and their features are chosen to be implemented by d3, 

React, and Redux. 

The Graphic user interface is built with React.js, Next.js, Material UI.js, and Tailwind CSS. 

The underlying data for the GUI is managed with the help of Redux.js and d3.js. Dataset 

preprocessing and clustering are done by a Python API server which uses FastAPI, Uvicorn, 

Pandas, numpy, scikit-learn, jellyfish and SciPy. 

React.js is an open-source library for building UI components using one-way data binding (data 
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can only flow from the parents to the children) (Ferreira et al., 2022; React, n.d.). Unlike plain 

HTML and JavaScript, react maintains and updates a virtual DOM first and only updates the 

real DOM when needed, leading to better performance (Dwivedi et al., 2022). The benefits of 

using react in the present project are 1) easier to write an app with better performance and 2) 

better maintainability and reusability due to componentisation, see Figure 4.2.2.1. 

 

Figure 4.2.2.1. The code of FolderableContainer components. It has been reused many times.  

Redux.js (for React) is a state management library for React apps  (React Redux | React Redux, 

n.d.). It can centralise the state and provide them globally. The consumer of the state must 

access the state through the selector function and update the state by dispatch actions. This 

makes the app behave more predictable, debuggable and flexible (Redux - A Predictable State 

Container for JavaScript Apps. | Redux, n.d.).  The reason for using redux is due to the app's 

interactive features, such as expanding the chart, brush and linking, selecting a day, etc. These 

features will lead to many states, see Figure 4.2.2.2. In this app, the official redux toolkit (Redux 

Toolkit | Redux Toolkit, n.d.) is also used, simplifying the creation of the states, reducers, and 

selectors.   

 

Figure 4.2.2.2. Code for the Redux store. Code closely related to a feature is created in the 

same file.  

D3.js is an open-source data visualisation library for the web app (D3 by Observable | The 

JavaScript Library for Bespoke Data Visualization, n.d.). It provides a novel and efficient way 



40 

 

for manipulating the DOM element. It provides convenient ways for creating axes and mapping 

data to visual form by scale functions such as from transaction amount to the location in the x-

axis. However, React.js is also used in the present project, leading to a contradiction of DOM 

manipulation with d3.js. To solve this problem, one solution is applying the “useEffect”, and 

the “useRef” hook provided by React, which allows direct DOM manipulation, and another 

solution is to give up using D3’s DOM manipulation and only utilise its scaling function and 

use react to creating visual SVG elements (Using React with D3.Js, n.d.). In this project, the 

latter is chosen as the former increases the risk of bugs in a React App by “conflicting with the 

changes React is making” (Manipulating the DOM with Refs – React, n.d.). Therefore, D3.js 

will only be used for creating scale functions (see figure 4.2.2.3), which maps data from the 

dataset to visual form, for generating SVG property such as path and line for the glyphs and for 

providing the locations and colour of the points for drawing points by Canvas API.  

 

Figure 4.2.2.3. Code for creating scaling function for colour. With “quantize”, 

“interploteXXXX”, and “scaleOrdinal”, a function that maps data to colour was created by d3.  

Next.js (Next.Js by Vercel - The React Framework, n.d.) is an open-source framework for 

developing React applications (Goel et al., 2023). As is currently suggested by the React official 

documentation (Create React App, n.d.), it is used in the present project for creating an 

environment for the React app conveniently by hiding the complexity of the configuration 

environment and optimising the production file. The present project also benefits from the hot 

reloading feature of the development mode (Figure 4.2.2.4) provided by Next.js.  

 

Figure 4.2.2.4. The development mode of Next.js can automatically re-compile and refresh the 

app when the code changes. 
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Material UI (n.d.) is an open-source GUI library for React-based apps. It provides a wide range 

of interactive UI components, see Figure 4.2.2.5. Using this can lead to a prettier user interface.  

 

Figure 4.2.2.5. A screenshot of material components from Material UI (n.d.). 

Tailwind CSS is an open-source CSS framework that provides predefined CSS classes 

(Tailwind CSS - Rapidly Build Modern Websites without Ever Leaving Your HTML., n.d.). 

Tailwind can simplify styling an HTML element without writing a CSS class (Goel et al., 2023). 

Tailwind CSS (see Figure 4.2.2.6) and React CSS Properties (see Figure 4.2.2.7) will be used, 

as it is easy to use Tailwind for the style that will not change, and React CSS Properties can 

calculate the style dynamically. 

 

Figure 4.2.2.6. Example of Tailwind CSS used in the Project. The classNames are defined and 

provided by Tailwind. 
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Figure 4.2.2.7. Example of using React CSS Properties Object: the first style is calculated 

based on the variable isExpanded, and the second style is calculated based on the detailed day.  

FastAPI is an open-source, high-performance Python web framework for Application 

Programming Interfaces (Bansal & Ouda, 2022; FastAPI, n.d.). Comparing with Flask (i.e., 

another Python web framework), it is faster and better for handling huge amounts of data 

(Bansal & Ouda, 2022). It is used in this project for providing API service due to its 

performance and the author’s previous coursework experience. 

Uvicorn is an open-source Python web server framework. It is used in this project for running 

a FastAPI application. The reason for using Uvicorn is because it is one of the officially 

suggested ways of deploying the FastAPI application (Run a Server Manually - Uvicorn - 

FastAPI, n.d.), and the other reason is its simplicity and the author’s previous coursework 

experience.  

Pandas is an open-source Python library for data manipulation and analysis (Pandas - Python 

Data Analysis Library, n.d.). It can be argued that Pandas is the best Python library for data 

preparation (Mckinney, 2011; Stančin & Jović, 2019). Therefore, pandas is used in this project 

for data preparation tasks such as loading CSV data, transforming data, converting data to JSON, 

etc.  

Numpy is an open-source Python library with good performance for array and matrix 

manipulation (NumPy, n.d.; Ranjani et al., 2019). It is used in the present project for matrix 

manipulation, see Figure 4.2.2.8, and for vectorising the distance functions, see Figure 4.2.2.9, 

leading to less code and better performance as the function provided by numpy can avoid 

writing slow Python loops. 

Scikit-learn is an open-source Python machine-learning library (Hao & Ho, 2019; Scikit-Learn: 

Machine Learning in Python — Scikit-Learn 1.3.0 Documentation, n.d.). The present project 

uses it for normalising data and running the K-means clustering algorithm, see Figure 4.2.2.8. 
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Figure 4.2.2.8. The highlighted line used numpy to combine two vectors into a matrix. Scikit-

learn (code named “sklearn” and “KMeans”) is used for normalising and clustering the data. 

 

Figure 4.2.2.9. Code that used numpy to vectorise the function. The vectorised function can be 

applied efficiently on an array. 

SciPy is an open-source Python library for scientific computing with algorithms that help 

optimisation, integration, interpolation, etc. (SciPy, n.d.; Virtanen et al., 2020). In the present 

project, SciPy is utilised for string clustering as it provides a convenient way to run linkage-

based clustering algorithms, see Figure 4.2.2.10.  

 

Figure 4.2.2.10. Code that uses SciPy for hierarchical clustering. Scipy provides the function 

“linakge” and “pdist”.  

Jellyfish is an open-source Python string matching library with many string distance functions, 

including “Levenshtein Distance”, “Damerau-Levenshtein Distance”, “Jaro Distance”, “Jaro-

Winkler Distance”, “Match Rating Approach Comparison”, and “Hamming Distance” (Turk, 

n.d.). Jellyfish implements the string distance functions (Figure 4.2.2.11), saving plenty of time. 
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Figure 4.2.2.11. Code for using jellyfish library. A vectorised string distance function will be 

returned by the method _getDistanceFuntion. 

4.2.3 Rendering Mechanism 

HTML is the markup language for web page rendering. JSX, integrated into React applications, 

merges HTML-like syntax with JavaScript (Writing Markup with JSX – React, n.d.). React 

application efficiently render web page by first updating the virtual DOM tree and then update 

the minimum number of nodes in the real DOM tree. 

There are two popular rendering options for charts, Scalable Vector Graphics (SVG) and 

Canvas, which offer different advantages. SVG is a vector-based two-dimensional graphic 

markup language which can be bonded with DOM properties like event handlers and CSS styles 

(Lin et al., 2019). Canvas utilises the JavaScript API “getContext” to render at the pixel level 

(Lin et al., 2019), providing better performance than SVG (D. Li et al., 2018; X. Li & Bao, 

2014), especially for many elements, as X. Li & Bao (2014) suggests (Figure 4.2.3.1). SVG is 

size-independent as it is vector-based, can resize without quality loss (X. Li & Bao, 2014). SVG 

is simpler as it is declarative and can bond with DOM (Lin et al., 2019). As a result, SVG shares 

great popularity in information visualisation research due to its simplicity (Chang et al., 2008), 

while using Canvas leads to “non-trivial complexity”(X. Li & Bao, 2014, p. 256).  
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Figure 4.2.3.1. Result of the frame rate observation concerning the number of elements 

rendered by Canvas vs. SVG. THE X-axis represents the number of elements, and the Y-axis 

represents the frame rate. Figure from Li & Bao (2014). 

In iBankex, Canvas is strategically employed for rendering scatter plots within the cluster view 

and transaction amount view, involving many data points and frequent updating. This approach 

ensures a smooth user experience while optimising development efforts. Rather than dedicating 

resources to enhancing individual glyphs through Canvas, the project prioritises broader 

improvements such as UI enhancements, debugging, and adding additional glyphs, including 

star glyphs and polar area glyphs, which yield more significant enhancements than write Canvas 

version glyph. 

4.2.4 Tools and the Others 

Git is a version control tool that can help roll back the versions and collaborate in a team. 

GitHub (Figure 4.2.4.1) is an online code repository for hosting the code. By using git and 

GitHub, code can be accessed on any computer. Vscode is a code editor that supports many 

extensions. It is useful in this project as it helps refactor the code, highlighting errors and 

provides a graphic user interface for git, see Figure 4.2.4.2. Prettier is a Vscode extension for 

formatting the number of letters in a line and the indentation size. “ES7 + React/Redux/React-

Native snippets” is a Vscode extension with many hotkeys for code snippets, which can make 

the development faster by avoiding writing repetitive simple react codes. Vultr is a server 

provider. The server used in this project is provided by it. FileZilla is an FTP software with 

GUI that helps upload files to the server, see Figure 4.2.4.3. Pylint (Pylint - Code Analysis for 

Python | Www.Pylint.Org, n.d.) and Graphviz (Graphviz, n.d.) are the tools used to generate 

class diagrams from Python code. Docker is an open-source “container virtualisation 

technology” (Anderson, 2015, p.102). It helps “build, share, and run container applications” 

(Docker, 2022). The present project uses docker to ease deploying a Python server. It ensures 

that the Python and the Python libraries are the right version, reducing the risk that the code 

works well on the development laptop but not on the Ubuntu server. Without Docker, extra 

efforts must be made to create a virtual environment for Python. Node package manager (Run 

JavaScript Everywhere., n.d.) helps manage JavaScript package conveniently. With NPM, a 

line of “npm install” can install all the packages. 
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Figure 4.2.4.1. A Screenshot of the Github Page of iBankEx. 

 

Figure 4.2.4.2. A Screenshot of the graphical Git user interface provided by Vscode. 
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Figure 4.2.4.3. A Screenshot of Filezilla’s GUI. File can be uploaded into the server by 

dragging. 

5 Project Plan and Timetable 

The project is developed through an iterative process. After each meeting with the supervisor, 

what has been done and discussed were recorded in the meeting minutes (Laramee, 2021a), see 

appendix 1. As a result, subsequent works follow on the outcomes of the meeting.  

The project's timeline and the completion dates are provided, as suggested by Laramee (2021). 

The project spans three months, from June to September. During June, the primary focus is 

conducting a literature review and getting familiar with the dataset. In July and August, the 

emphasis shifts to developing and refining features. Table 5.1 provides the detail of the 

completion date. 

Table 5.1. Detailed Project Timetable. Table Style from Laramee (2021). 

 Description Date 

1 Literature Review and Technology Review 

Initial Project Plan 

July 5, 

2023 
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2 Calendar View with Year Selection  

Table View for Detailed Data 

Calendar View Detail-on-Demand by Table 

Table View Clear-All Button 

Table View Sorting 

July 12, 

2023 

3 Basic Bar and Pie Glyph 

Calendar view Control Panel 

Transaction Amount View with Logarithmic Scale 

Brushing and Linking between the Transaction Amount View and Detail 

View 

Bar Glyph Reordering, Bandwidth, Height Options 

Transaction Amount View Axis Swapping  

Context and Focus by Opacity 

July 19, 

2023 

 

4 Calendar View Expanding 

Transaction Amount View Expanding 

Transaction Colour Legends and Highlighting 

July 26, 

2023 

5 Calendar View UI Improvement 

Pie Glyph Radius Option  

Aug 2, 

2023 

6 Python Server App Deployed by Docker 

Cluster View with Logarithmic Scale 

Transaction Clustering 

Cluster View Colour Option 

Cluster View Axis Option and Swapping 

Aug 9, 

2023 

7 Cluster View Colour Legend and Highlighting 

Transaction Description Grouping 

Transaction Frequency 

Superpositioned Calendar view 

Further Calendar View UI improvement 

Aug 16, 

2023 

8 Context and Focus by Greyscale 

Cluster View Expanding 

Border Colour for Brusher and Calendar view  

Transaction Description Grouping Advanced Mode 

Better Positioning for the Colour Legends 

Prettier Colour 

Scatter Plot Performance Improvement 

Aug 23, 

2023 

9 Consistent Axis Style and Colour 

Colour Legend Sorting 

Star Glyph and Polar Area Glyph with Radius Option 

Table View Page Option 

Table View Consistent Radio Button Colour 

Table View Synchronised Row Colour 

Aug 30, 

2023 

10 Table View Page Option 

Colour Legend Sorting 

Sep 6, 

2023 

6 Project Design 

This section will introduce the project’s system design with diagrams, as Laramee (2021) 

suggested. Visualisation design will also be included to explain the visual encoding and 

interactivities. This section also provides a diagram for the system architecture, a class diagram 

of the API server, and an indented list showing the component hierarchy of the top-level 

components of the graphic user interface. 

6.1 Visualisation Design 

iBankEx (Figure 6.1) provides overview, zoom and filter, and detail-on-demand. Context and 
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focus, and multiple coordinate views are used. As multiple coordinated views share a similar 

concept with the “Analytic dashboard” (Bach et al., 2022, p. 3), their design trade-off and 

guidelines, such as not overwhelming the viewers and views’ consistency, were considered. As 

a result, efforts are taken to avoid too many views and reduce the screen size and number of 

pages, and the size of the chart is 1654.43px * 798.511px, which is suitable for a full-size 

browser on a 1920px*1080px screen. The consistency is considered so that the axis format for 

the same attribute between different views is the same, the colour of a given attribute between 

different views is also consistent, and the border colour of the brusher of the first radio button 

in the table view and of the glyph container are both blue and the border of the select glyph’s 

container and the second radio button in the table view (Figure 6.1D) are both red.  

Sections 6.1.1 to 6.1.4 will introduce each view's visual design and interactivities. 

 

Figure 6.1. iBankEx consists of 4 interactive views. A) Transaction Amount View is designed 

to provide an overview of transaction amount vs. the day of the year. B) Cluster view allows 

the user to observe the cluster information concerning the different axes. C) Calendar view uses 

different glyphs to demonstrate the monthly pattern effectively. D) Table view shows the detail-

on-demand. Both (A) and (B) provide sliders to control what to display. 

6.1.1 Transaction Amount View 

The transaction amount view, a scatterplot, aims to provide an overview of the temporal patterns 

of all the transactions. As Figure 6.1.1.1 illustrates, the x-axis represents the day of the year, 

and the y-axis represents the transaction amount. In this view, each point represents a row of 

data in the dataset, and its colour represents the transaction category. This view can visualise 

data at a lower abstract level than other charts, such as a bar chart and is less cluttered than a 

line chart. 

The transaction amount view is highly interactive. A button (Figure 6.1.1.1B) can expand or 

fold the transaction amount view. It has a brusher (Figure 6.1.1.1A) with a blue border to select 

user-interested transactions. The other views will also focus on the data brushed in this view. It 

has an axis swapping button (Figure 6.1.1.1C) for swapping the x and y axis. It has two sliders 

for changing the range of the x and y, see Figure 6.1.1.1D&E. It has a sortable category colour 

legend where the user can click and highlight the category across all views, see Figure 6.1.1.1F. 

It has two radio buttons for choosing a logarithmic scale or linear scale for the x and y axis 

separately, see Figure 6.1.1.1G.  
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Figure 6.1.1.1. A Screenshot of the Expanded Transaction Amount View. (A) Brusher. (B) 

Expand/Fold button. (C) Swap the axis button. (D) Slider for the x-axis. (E) Slider for the y-

axis. (F) Colour legend. (G) Buttons for controlling if use logarithmic scale for the x and y axis. 

6.1.2 Cluster View 

The Cluster View demonstrates the cluster information of transactions. As Figure 6.1.2.1 

illustrates, by default, it maps x to the day of the year, y to frequency, and colour to cluster id. 

Each point represents a transaction. The reason for using scatter plots for cluster view is the 

popularity of scatter plots for visualising clustering results (Fuchs et al., 2019). 

 

Figure 6.1.2.1. A Screenshot of the Expanded Cluster View. Note that the Transaction Group 

option in the middle was added after taking the screenshot. 

The interactivity provided in the cluster view covers all the interactivity in the transaction view. 

Additionally, it has a control panel for observing data from different perspectives. The control 

panel has a visual mapping section for choosing the attribute for the x, y, and colour channels 

and two radio buttons for turning off/on the logarithmic scale for the x and y axis separately. 
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The control panel also has a clustering section which allows the user to choose the target number 

of clusters and the clustering metrics, including transaction amount, frequency (per month) and 

category. Moreover, transaction groups can also be specified by the user. The user can decide 

how the frequency is calculated based on the grouping option. Users can set the clustered 

transaction description, category, or initial transaction description as the key for grouping. 

Although the default parameters are chosen, it also provides an advanced mode for those who 

want to modify the string clustering algorithm’s string distance measure, linkage method and 

number of transaction description clusters.  

6.1.3 Calendar View 

The calendar view demonstrates the information of each day’s transactions using glyphs. Bar 

glyph, pie glyph, polar area glyph and star glyph are used in the calendar view, see Figure 

6.1.3.1. 

Bar glyph: Each bar is a transaction record. The height of the bar represents the 

transaction amount, and the bar's colour represents the category.  

Pie glyph: Each fan represents a transaction. The angle of the fan represents the 

transaction amount, and the fan's colour represents the category. The radius of the pie 

represents the total transaction amount of the day.  

Polar area glyph: Each fan represents a category. The angle is fixed. The radius of the 

fan represents the total transaction amount of the category. The colour of the fan 

represents the category.  

Star glyph: Each bar represents a cluster. The colour of the bar represents cluster-ID. 

The length of the bar represents the total transaction amount of the cluster. The direction 

of the bar represents the cluster-ID too.  

Like the cluster view, the calendar view also has a control panel with four sections for the four 

types of glyphs, see Figure 6.1.3.1.  

 

Figure 6.1.3.1. A Screenshot of the Expanded Calendar View. The calendar view currently 

displays a bar glyph. The glyphs in the black borders are the alternative glyphs, which were 

added manually on the screenshot. The user can choose which one to use and can configurate 

the glyphs. 

6.1.4 Table View 

The purpose of Table View (Figure 6.1.4.1) is to show the detail-on-demand. It provides colours 

for each row of data. The colour can represent cluster ID, transaction description group ID, or 
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category. It depends on the last place the user selects or highlights data. The table shows all the 

columns in the dataset, but the column names are shortened for better display. The table consists 

of an “ID” column representing the unique “Transaction Number”, a “Balance” column 

representing the amount of money in the bank account, a “credit” column for the transaction 

amount of the incoming money, a “debit” column for the outcoming money, a “City” column 

and a “Country” column represents the location of the transaction, a “description” column for 

transaction description, a “Type” column for transaction type, a “Date” column for the 

transaction date, a “Frequency” column representing the number of transactions in the same 

description group happened per month, a “Description group” column representing the group 

that the transaction description belongs to, and a “Cluster Id” column showing the result of 

clustering algorithms with the selected attributes.   

Several interactivities are provided. The rows can be sorted based on the selected attributes. 

The table can switch between the table for the brushed data or the selected glyph data. Buttons 

for changing the pages and number of rows are also provided at the top of the table. “8” and 

“17” are selected as two special number-of-rows options to fit the screen size well. If it shows 

eight rows, the screen size of the entire software will not change. If it shows seventeen rows, 

the table fits the screen height well. If users choose more rows to display, scrolling is supported 

for easily navigating to the target transaction, as they can sort the rows on any column and do 

not have to click the changing page button frequently.  

 

Figure 6.1.4.1. Table view sorted by ID. The current number of rows is 8, which makes the 

iBankEx not overflow the screen height. The description group determines the colour as the 

user just brushed the data on a chart representing the transaction description group by colour. 

6.2 System Overview 

Figure 6.2.1 presents the iBankEx’s system architecture at a top-level abstraction. This system 

is web-based, just like the system proposed by Camisetty et al. (2019), Ghosh et al. (2019) and 

Lin et al. (2019). The system consists of 2 parts, an API Server and a Next.js-based React-

Redux APP. The API server is responsible for loading the MoneyVis dataset, caching data which 

needs expensive calculation (i.e., distance matrix for transaction description), providing cluster 

information, and providing API for the user interface. Meanwhile, the React-Redux App is 

responsible for fetching data from the server, rendering views based on the user options and the 

data, and providing interactivity.  

As Figure 6.2.1 illustrates, when the user interacts with a view, the event handler will handle 

the event raised by the browser and update the corresponding states in the redux store. Then, 

once the state gets updated, the affected components will re-render themselves. 
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This architecture can separate the expensive calculation, such as distance matrix for string 

clustering, away from the browser, easing the installation process for user as it is web-based. It 

also improves the maintainability because the server, UI, data agent, state, event handlers, 

reducers, and selectors logics are separated.  

 

Figure 6.2.1. System overview of the iBankEx explaining the typical implementation logic of 

the features. The system consists of two parts. The API server app provides a transaction 

dataset, transaction description group and cluster-ID. The UI is powered by React and Redux 

libraries, providing views and interactivity. The user interacts with the features through the 

sliders, brushers, buttons, and control panels. Then, these components will call event handlers, 

which will dispatch actions. The redux state store will use a reducer to update the states based 

on the actions. Once the states get updated, the affected components will update themselves. 

Some states will let the root component (i.e., the App component) call API for updating the 

data. When the server receives an API call, it will operate the TransactionDataset object. If it 

is related to string clustering, the LinkageBasedStringClusterer object will be used. When the 

server is initialised, the CSV raw data will be imported into the TransactionDataset class. 

6.2.1 API Server Design  

There is an API Server that provides three simple APIs, which are “/transactionData”, 

“/transactionData/updateFrequencyInfo” and “/transactionData/kmean”. The API is just the 

functions decorated by “@app.get” in the main.py. These functions are the clients of the 

TransactionDataset class, which relates to the LinkageBasedStringCluster class and 

FrequencyOption class, see Figure 6.2.1.1. 

When the “transactionData” API gets called, it will get the data from the TransactionDataset 

object by the getDataframe method and return the value in JSON format.  

When the “/transactionData/updateFrequencyInfo” gets called, it will use the 

setFrequencyOption method provided by the TransactionDataset class, and then call the 

clusterByKMeans method provided by the TransactionDataset class, and finally call the 

getDataframe method provided by TransactionDataset to get the updated data and return the 

data in JSON format.  

When the “/transactionData/kmean” gets called, it will call the clusterByKMeans method 

provided by TransactionDataset to cluster the data and call the 
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getClusterIdOfTransactionNumber method to get cluster information of each transaction. The 

information will be returned in JSON format. 

 

 

Figure 6.2.1.1. Class Hierarchy for the Python server application. Note there is a property of 

the TransactionDataset called “linkageBasedStringClusterers”, but it is a Python dictionary, so 

the 1-many relationships between TransactionDataset and LinkageBasedStringClusteres are not 

shown in the diagram. DistanceMeasure, FrequencyUniqueKey and LinkageMethod are the 

Enum types to constrain the parameters of the FrequencyOption’s constructor. 

TransactionDataset maintains the dataset and provides the ability to cluster the data and 

calculate the frequency. LinkageBasedStringCluster is used by TransactionDataset for grouping 

transaction descriptions. Graphviz generates the figure. 

6.2.2 Web-based UI Design 

The codes are for the web-based UI utilised React and Redux library, as they build reusable 

interactive user interface components. It does not use an object-oriented pattern. However, it is 

possible to provide a components hierarchy diagram similar to the class composition diagram 

suggested by Laramee (2021).  

Figure 6.2.2.1 illustrates the is-part-of relationship between the top-level components using the 

indented list. Transaction amount view, calendar view, and cluster view are embedded in the 

ExpandableContainers, and the control panels are embedded in the FolderableContainers. The 

TransactionAmountView and the ClusterView both use LogScaleSwitcherGroup and 

InteractiveScatterPlot. The TableViewCollection renders and switches the table for the brushed 

and selected glyph data. There is also a Popup component used for showing feedback. The 

FormControlLabel is the button for showing one-time transactions. The communication 

between these high-level components is through the global data store provided by the top-level 

ReactRedux.Provider. A more detailed implementation will be introduced in section 7.  
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Figure 6.2.2.1. Components hierarchy tree for the web-based interface, generated by React 

Developer Tools – React, (n.d.). 

7 Implementation  

As Laramee (2021) suggested, this section is for the reader to understand how the features 

defined in section 3 are implemented and how to use iBankEx.  

It is essential to briefly explain how React and Redux work, as they are the libraries used for 

implementing the software. The modern React use functional components, which are function 

that return JSX elements (syntax that like HTML). The components can maintain states, which 

will be checked before the re-rendering. The components can also receive properties. React will 

call the component’s render function when the state or the properties change. The returned JSX 

will be checked by React, and the virtual DOM will be updated. Then, the browser's DOM tree 

will be conditionally updated based on what has been changed in the virtual DOM. Redux has 

a store for storing publicly shared data. Using the latest redux toolkit, the store can be created 

by separate slices like clusterViewSlice and calendarViewSlice for the closely related features 

and then put together into the store.ts file. In each slice, states, reducers, and selectors must be 

created. States are used for storing the information, reducers for updating the state based on 

actions, and selectors for getting data from the states with customised logic. The slices export 

the action creator and selector. The react components use AppSelector to select data from the 

store and use AppDispatcher to dispatch actions. 
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The rest of this section will explain how each feature is implemented. However, the thesis will 

not introduce every function’s specification. The capitalised, camel-cased, and uppercased 

words are the variable names that can be searched in the source code (Appendix 4). Reviewing 

the source code when reading section 7 is suggested if the reader wants to re-implement 

iBankEx. Additionally, a demo video is provided at https://youtu.be/TQSMgKitDu4. 

7.1 Basic Features 

This section will introduce how the basic features introduced in section 4.1.1 work and are 

implemented. Additionally, the data structures like array and hash map that are used will be 

mentioned. 

7.1.1 Web-based UI 

The web-based UI can be accessed through http://moneyvis.wentaom.com/dashboard. It can be 

accessed through a modern browser like Chrome, Firefox, or Safari on either Windows or 

MacOS. 

 

Figure 7.1.1.1. The page can be accessed through an URL: 

http://moneyvis.wentaom.com/dashboard. 

To make sure the user can access iBankEx, web technology is used. The system can be divided 

into two parts, 1) a Python server for API calls and 2) a Next.js server for the user interface. 

The application is developed in a Windows environment and uploaded into a server rented from 

Vultr running Ubuntu 22.04x64 in Manchester with 1GB RAM, 25 GM NVMe storage and one 

virtual CPU. Google Domain Name Service provides the domain name.  

The server uses two port numbers, “81” for the API application and “80” for the user interface. 

To ensure that the user interface can fetch data from the server application, which runs in a 

different process, CORS is allowed in the API application, see Figure 7.1.1.2. The file 

serverConfig.json (Figure 7.1.1.3) must be created manually to set the server's IP address.  

https://youtu.be/TQSMgKitDu4
http://moneyvis.wentaom.com/dashboard
http://moneyvis.wentaom.com/dashboard
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Figure 7.1.1.2. Code for Allowing CORS. Requests from all the other process are valid. 

 

Figure 7.1.1.3. A Screenshot of serverConfig.json. 

Docker is used for the Python server to deploy the app more easily. The pipeline in the Dockfile 

tells Docker how to build the application, which is modified from the FastAPI deployment 

tutorial (FastAPI in Containers - Docker - FastAPI, n.d.). The deployment is by building the 

docker image for the Python server and then start the docker container on port 81 (Figure 

7.1.1.4).  

 

Figure 7.1.1.4. Screenshot of the steps for deploying Python applications. 

However, the next.js server program does not use docker as the node package manager is simple 

to use. The server was created by the create-next-app (API Reference, n.d.) (Figure 7.1.1.5), 

which sets up an environment for the React app with the settings for TypeScript and Tailwind 

CSS and the command line code  (i.e., “npm run build” and “npm run start”) for build and 
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deploy the app.  

 

Figure 7.1.1.5. Options for create-next-app. Figure source: (API Reference, n.d.). 

The way to upload the application to the server is through either Filezilla or Git. Using git and 

build on the server takes less time, whereas uploading the already-built app takes longer. 

However, as the server has limited memory, sometimes the server cannot build the Next app 

(i.e., the UI). In this case, the Next app must be built on a better computer with npm and then 

uploaded to the server through Filezilla.  

To connect the web-based UI with the API server, there is a function called 

useSyncTransactionDataAndClusterData in useSyncTransactionDataAndClusterData.tsx. This 

function will fetch the transaction data and the clustered id from the API server when the 

frequencyUniqueKey, distanceMeasure, linkageMethod, numberOfClusterForString, 

numberOfCluster, metric1, and metric2 from the redux are updated. Once the data gets fetched, 

it will update the data stored in the redux store by dispatching the setTransactionDataArr and 

setClusterDataArr action defined in the interactivitySlice. The data stored in the redux store a 

linear array of transactionData objects and an array of ClusterData objects. All the AJAX 

request functions are stored in the file dataAgent.ts for better maintainability.  

The App component holds the responsibility of synchronising the data.  

7.1.2 Calendar View with Year Selection 

The CalendarView is a child component of the App component. It receives transactionDataArr 

from the App and uses the useClusterDataMap function to get a hash map called 

clusterDataMap, which maps transactionNumber to the cluster id in O(1). This function will 

only re-create the map when the clusterDataArr from the redux store is updated, avoiding 

repetitive expansive calculations.  

This component rendered the data on an html-table-based layout. It first creates 12 components 

called MonthView, which renders glyphs of each day in a table row. The CalendarView will 

prepare the essential information for the MonthView, including the month of the month view, 

the current year of the calendar, and the data object with several transaction data maps which 

can help get the transaction data of a day or of a “superpositioned” day in O(1), the scale 

functions (i.e., function which takes a domain value and returns a value for visual representation) 

for different glyphs which the CalendarViewComponent calculates. 

The MonthView itself is a row of a table, see Figure 7.1.2.1A. When the MonthView renders 
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glyphs, it will check the glyphType to choose the glyph to render. Then, it passes the essential 

properties for the glyphs, including day, month, currentYear, the data object, and scale function. 

Then, the glyphs will render themselves based on the properties. Glyphs will be explained in 

7.1.3 and 7.2.1 to 7.2.7. 

The year control component (Figure 7.1.2.1C) is rendered by the CalendarViewYearController 

component. It will check the min and max number of years. Once the user changes the value, 

it will update the currentYear state in the calendarViewSlice in the redux store.   

 

Figure 7.1.2.1. A Screenshot of the expanded CalendarView. (A) is what a MonthView 

component renders. (B) is a PieDayGlyph. (C) is the year selection. 

7.1.3 Basic Bar and Pie Glyph 

The bar glyph (Figure 7.1.3.1A) is rendered by the BarDayView component. To render the basic 

bar glyph, the component first gets the transaction data (an array) of the day based on the 

properties passed by its parent (i.e., monthView). Then, the data will be mapped to bars by 

passing the data to the scale functions. Sequentially, the mapped data will be put into the “<rect>” 

element as properties and rendered in an SVG element by the browser. 

The pie glyph (Figure 7.1.3.1B) is rendered by the PieDayView component. Similarly, the 

components get the day's data to render the basic pie glyph. The logic for getting a day's data 

is refactored into the useCalendarDayGlyphTransactionDataArr function. Then, the radius of 

the pie is set the same as half of the containerWidth. Sequentially, d3.pie and d3.arc are used 

for preparing the properties of the SVG “<path>” element, which is rendered in an SVG element. 

 

Figure 7.1.3.1. A) bar glyph. B) pie glyph. 

7.1.4 Calendar View Glyph Option 

The calendar view has a control panel (Figure 7.1.4.1) for choosing which glyph to use. It is 

implemented in the CalendarViewControlPanel component. The control panel is embedded in 

a FolderableContainer component. It has four buttons. The button for the selected glyph type is 

displayed as green colour. The state of what glyph to use is stored in the redux store’s 

calendarViewSlice section. When the user clicks a button for the glyph type, the button raises 

an onClick event, handled by handleUseGlyph, dispatching the setGlyphType action with the 

chosen glyph as payload. Then, the reducer will update the state in the redux store based on the 

glyph type. Finally, when the state gets updated, the buttons will be re-rendered. The glyphs 
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config options will be introduced in the section 7.2. 

 

Figure 7.1.4.1. A Screenshot of the Calendar View Control Panel.  The UI is based on Material 

UI. 

7.1.5 Cluster View with Logarithmic Scale and Sliders 

The component ClusterView receives its configurations, including the layout and the axis labels, 

from the redux store’s clusterViewSlice. It also gets the dataset from the redux store. Instead of 

receiving an array of objects with multiple attributes, it stores each column in a single array. 

Additionally, the colour scale functions are provided by the App component. The Cluster View 

will check its colourLabel state and choose the right colour scale function. Then, those values 

are passed into InteractiveScatterPlot components and rendered by the InteractiveScatterPlot 

component.   

 

Figure 7.1.5.1. This is the code for getting the axis information from the redux store. The code 

is part of the ClusterView component, which takes props from the App component. The third 

line retrieves the colour scales object from the props. The colour scale is determined by the 

colour label state by the ternary operation. 

The information on an axis using a logarithmic or linear scale is stored in the redux store’s 

clusterViewSlice. This information will be passed into an interactive scatterplot, too. The user 

can click the switch buttons (Figure 7.1.5.2A) to use the logarithmic scale, leading the redux 

store to update the corresponding state (i.e., xLog or yLog)., the button for switching and the 

chart will be re-rendered.  

The user can also change the range of the sliders (Figure 7.1.5.2B). As a result, the data rendered 

in the cluster view will be filtered. The slider component is implemented inside the 

InteractiveScatterPlot component to make it more usable. However, the states of the min and 

max values and of the sliders (i.e., sliderXMin, sliderXMax, sliderYMin, and sliderYMax) and 

the event handlers for changing the slider’s value are provided by the ClusterView component. 
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When the user controls the slider, the event handler updates the state, dispatching the 

corresponding actions. 

 

Figure 7.1.5.2. A Screenshot of Cluster View. (A) switch button based on Material UI. (B) 

sliders based on Material UI. 

7.1.6 Transaction Amount View with Logarithmic Scale and Sliders 

The implementation of the TransactionAmountView component is like the implementation 

mentioned by section 7.1.5. The difference is that the TransactionAmountView use the 

ScatterPlotSlice in the redux store, and the y-axis state is set to be transaction amount rather 

than frequency. 

7.1.7 Table View for Detailed Data 

The table view (Figure 7.1.7.1) uses an HTML table element for rendering the table for the 

detailed transactions. As there is no separate control panel for the table view, the state of the 

table view is only stored inside the TableView and TableViewCollection components rather 

than in the redux store. The TableView is wrapped by the TableViewCollection component, 

which allows the user to choose which table (table for brushed data or for the selected glyph) 

to display. It maintains a currentTable state for deciding which table to show. When clicking 

the table radio button (Figure 7.1.7.1A), the state will be updated to the corresponding value, 

and the table will be switched to the corresponding table.  

To display the data, the TableViewCollection component receives properties, including an array 

of transaction data, a set of brushed transaction numbers, and a set of transaction numbers of 

the selected glyph from its parent App component. How these data are prepared will be 

introduced in 7.1.8. Additionally, it will use the useClusterDataMap function to get a map called 

clusterDataMap whose key is transaction number and value is cluster id. Then, 

transactionNumberSet for the transaction number of the selected transactions of the table and 

transactionDataArr are provided to the TableView components.  

The TableView component renders charts based on the given data in an HTML table. The first 

thing to render is a row of column names. Then, it creates filteredTransactionDataArr, an array 

of transactions whose transaction number is in the transactionNumberSet. This array will be 
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looped through and then be rendered row by row. The colour feature will be introduced in 7.1.9 

and 7.2.18. 

 

Figure 7.1.7.1. A screenshot of the table view and the cluster view. The table shows the detailed 

information of the transactions selected by the brusher in the cluster view.  The colour in the 

table and the colour in the cluster view represent the cluster-ID. (A) The radio button for 

switching between tables.  

7.1.8 Brush and linking 

Brush and linking are implemented as a brusher in the cluster view and transaction amount view, 

see Figure 7.1.8.1A. The states, including scatterPlotSelctedTransactionNumberArr (for 

transaction amount view), clusterViewSelectedTransactionNumberArr (for cluster view), and 

currentSelector in the interactivitySlice in the redux store are used for the knowledge of the 

selected data.  

The selectedSelectedTransactionNumberArr selector checks which brusher the user uses based 

on the currentSelector state and returns an array of the selected transaction number. The 

selectSelectedTransactionNumberSet use this selector to get the array and create a set of 

selected transaction number so that the search operation can be done in constant time. Then, 

the memorised version of selectSelectedTransactionNumberSet is provided to avoid returning 

two sets with identical elements.  

The actions created by setScatterPlotSelectedTransactionNumberArr and 

setClusterViewSelectedTransactionNumberArr that are defined in the interactivitySlice will 

update the selectedTransactionNumberArr and the currentSelector states.  

The brusher, implemented using the d3 library, is in the InteractiveScatterPlot component, 

which receives the corresponding event handler onSelectTransactionNumberArr and the state 

shouldShowBrusher. The state controls if the brusher should display, and the event handler 

dispatches the setXXXXXSelectedTransactionNumberArr action to update the 

brushedTransactionNumber and the currentSelector state. When the user moves the brusher, 

the brusher will raise an event with the top-left and bottom-right locations information. The 

handleBrush event handler will handle the event. Then, in the handleBrush event handler, the 

locations are converted to the corresponding value in the dataset, and the dataset will be 

filtered to get the transaction number of the transactions in the value range. Finally, the 

handleBrush will call the onSelectTransactionNumberArr function to update the data in the 

redux state store. 

Brush and linking is one of the most difficult parts. Because when the axis swaps or the slider 

moves, the log scale changes or the chart gets expanded or folded, the d3 brusher will not 

update automatically as it is not a react component. To handle this problem, a state maintained 

by the InteractiveScatterPlot component named lastBrushValueExtent is introduced. When the 

user moves the brusher, it storages the top left and bottom right domain values. When the 

chart gets changed (i.e., one of the following values in the InteractiveScatterPlot changed: 
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width, height, xLog, yLog, xLabel, yLabel, xArr, yArr, filteredXDomainMin, 

filteredXDomainMax, filteredYDomainMin, filteredYDomainMax), the brusher will move to 

the right place by the API brusher.move based on the x and y values calculated by the new 

scale functions and the lastBrushValueExtent state.  

The views are linked, so the other views will also be updated to focus on the brushed 

transaction. In the scatter plot and the bar glyph, pie glyph, the brushed transaction will have 

their initial colour, and the transactions which are not selected will use the constant value 

“GREY1”. For the polar area glyph, if the fan’s corresponding category appears in the set of 

the brushed data of the day (or the superpositioned day), the colour will be the initial colour. 

Otherwise, it will be GREY1. The rule is similar for the star-glyph but for cluster-Id rather 

than category.  In the table, only the brushed transaction will be displayed.  

 

Figure 7.1.8.1. When brushing on the transaction amount view, the other views are updated. 

The grey elements are for the transactions that are not in the brusher. (A) The brusher. The 

background colour of the rows in the table represents the transaction category. The colour 

mapping for the categories in the transaction amount view, the calendar view and the table are 

the same. 

7.1.9 Consistent Axis Style and Colour 

Like Figure 7.1.8.1 presents, the axis ticks are consistent, and all the numbers are displayed as 

numbers without “k” (e.g., 10000 rather than 10k). They have at most two decimal point. 

Additionally, the colours of a given variable (i.e., cluster ID, transaction description group, or 

category) are the same between different views. This is implemented by preparing the colour 

scale function at the top level (i.e., the App component).  

Moreover, the background colour of each row in the table view is set the same as the colour 

mapping of the user’s selected brusher or colour legend, which will be introduced by section 

7.2.18.  

7.1.10 Calendar View Detail-on-Demand 

As Figure 7.1.10.1 illustrates, the day August 21 is selected. As a result, the transaction in the 

day is displayed on the table view. It can happen because the CalendarView component has a 

handleShowDayDetail function, updating the calendarViewSlice.detailDay state. This function 

will then be passed into the month view as the onShowDayDetail property. Then, the month 

view will put the onShowDayDetail in the <td> element of the table’s onClick event listener. 
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As a result, when the user clicks the <td> element, the detailDay state will be updated.  Then, 

the App component will prepare the selectedGlyphTransactionNumberSet based on the 

detailDay, transactionDataArr and isSuperPositioned state. After that, the 

transactionNumberSet will be passed into the tableView, and the table will render the 

corresponding transactions. The colour scale function of the table for glyph is determined by 

the App component based on the colourLabelForTable data selected by the 

selectCurrentSelectorColourScaleType selector.  

Additionally, tooltip is provided. When the user hover on a day, the transaction amount of each 

element in the chart will be displayed, see Figure 7.1.10.1. The contents of the tooltip are stored 

in the CalendarViewSlice, updated by the onHover event handler in the BarDayView, 

PieDayVieww, PolarAreaDayView and StarDayView components. 

 

Figure 7.1.10.1. August 21, 2018, is selected. A red border highlights the glyph. The day and 

month in the calendar view are also highlighted in red colour. The detail of the transactions that 

happened on that day is displayed in the table view. The tooltip shows the transaction amount 

of each cluster. 

7.1.11 Transaction Clustering 

The clustering algorithm is implemented by the KMean algorithm due to its simplicity. It is 

implemented in the Python server application by the library scikit-learn. In the 

TransactionDataset.clusterByKMeans method, the transactions are based on the given metrics 

and number of clusters. To avoid one variable dominating the algorithm, the data are normalised. 

When a clustering API call comes to the server, the decorated function getClusterId in the 

main.py will call the transaction dataset.clusterByKMeans after validating the parameters. Then, 

it will return the cluster information of the transaction number in JSON format to the browser, 

as Figure 7.1.11.1 shows. 
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Figure 7.1.11.1. Cluster-ID of the Transaction Number returned by the API server. 

In the user interface, the clustering has the following options: cluster metrics and number of 

clusters. These options are included in the ClusterAlgorithmControlPanel, as Figure 7.1.11.2 

shows. Tooltips and feedback are also provided. When the user clicks update, the clustering 

metrics state and number of cluster states in the redux state store will be updated. As mentioned 

in section 7.1.1, the App component will detect the states and fetch the data through an API call. 

Once the data gets fetched successfully, all the other views will update as the state 

clusterDataArr is updated. A reset button is also provided to cancel any change before clicking 

the update button.  

 

Figure 7.1.11.2. Transaction control panel for the transaction clustering option. 

7.1.12 Transaction Description Grouping 

There must be a unique value for grouping transactions to calculate the frequency. The first 

option is to use a transaction description. The second choice is to use category. The third way 

is to use clusteredTransactionDescription. The first two values are already there in the database. 

Whereas the third needs to be calculated on the server side. There is a 
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LinkageBasedStringCluster Class, which can use a LinkageBased clustering algorithm to 

cluster a list of strings. The transactionDataset uses this class to group similar transaction 

descriptions, see Figure 7.1.12.1. When the server receives an updateUniqueKey call, it will 

update the frequencyUnqiueKey information of the transactionDataset by calling 

transactionDataset.setFrequencyOption. Then, the KMeans algorithm for the transactions will 

be run because the change in the transaction description group might lead to a change in 

frequency, which might cause a change in cluster information.  

 

Figure 7.1.12.1. A screenshot of the table view. The transactions with similar descriptions are 

clustered into the group 29. 

Figure 7.1.12.2 shows these options at the user interface in the FrequencyControlPanel. The 

reset and update buttons are like those of the transaction clustering option explained in section 

7.1.11. The data fetching logic and state updating logic are also like what happens after updating 

the transaction clustering option. Feedback is also provided, just like for the transaction 

clustering feature. 

 

Figure 7.1.12.2. Transaction Group Options. The user can choose transaction description, 

category or clusteredTransactionDescription as the key for grouping transactions as one 

transaction for calculating the frequency. 
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7.1.13 Colour Legends and Highlighting 

There are colour legends (Figure 7.1.13.1) for different variables. When the user clicks a 

rectangle or title in the colour legend, all the views will be updated so that only the data that 

matches the selected colour legend will be focused, see Figure 7.1.13.2. 

The colour legends are rendered by the CategoryColourLegend component, 

FrequencyUniqueKeyColourLegend, and ClusterIdColourLegend components. They get the 

colourScale by the useXXXColourScale functions, which returns a colour scale object with a 

getColour method that maps the colour domain value to the colour string. These colour scales 

also have the information of the selected transaction number, and the getColour method will 

return the string stored in “GREY1” when the transaction is not selected. Then, the colour 

legends use the LegendList component to render the legends.  

 

Figure 7.1.13.1. Colour Legends for the Different Variables. 

 

Figure 7.1.13.2. The cluster ID 4 is selected. As a result, the transaction amount view and the 

calendar view set the colour of the visual elements for the transactions whose cluster-ID is not 

four as grey. The table view only shows the data whose cluster-ID is 4. 
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The highlighting is implemented by the function handleToggleSelect, which dispatch the toggle 

actions to update the currentSelector, selectedCategoryArr, selectedFrequencyUniqueKeyArr 

(for transaction description group) and selectedClusterIdArr state. The currentSelector will be 

set to be “category”, “clusterId”, or “frequencyUniqueKey” if the user clicks in the category 

legend, cluster id legend or transaction description group legend, respectively. They were used 

by the selectSelectedTransactionNumberArr mentioned before. Additionally, the 

selectSelectedTransactionNumberArr needs to have three new conditions (i.e., “category”, 

“clusterId”, and “frequencyUniqueKey”).  

When the other view uses the selectSelectedTransactionNumberSet just like section 7.1.8 

mentioned, based on the currentSelector’s value, the selectSelectedTransactionNumberArr 

return an array of transaction number of those satisfy category, clusterId or 

frequencyUniqueKey, which is displayed as transaction description group.  

7.1.14 Context and Focus 

As section 7.1.8 mentioned, brush and linking are supported. To highlight the brushed data, 

context and focus are used. As Figure 7.1.14.1 illustrates, the transaction in the brusher is 

highlighted, and the other visual elements are grey. This is implemented by giving the colour 

scale object the knowledge of the brushed transaction data number. So, when any chart tries to 

get data from the colour scale’s getColour method, it will return a grey colour for the context 

transaction. For the star-glyph, which plots transaction clusters, only the clusters with the 

selected transaction will not be grey. Similarly, for the polar area glyph, only the category with 

the selected transaction will not be grey. 

 

Figure 7.1.14.1. Example of Context and Focus. The context is rendered in greyscale. 

7.1.15 Transaction Frequency 

Transaction Frequency is calculated by dividing the number of transactions by the number of 

months between the first day and the last day the transaction happens.  

There is some transaction that only happens for one time. To find them, they can be highlighted 

by the “focus on one time transaction” button, see Figure 7.1.15.1.  
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Figure 7.1.15.1. The views focus on the one-time transaction. (A) Button for showing the data. 

Another possible value (i.e., “oneTimeTransaction”) of the currentSelector state is added to 

implement this feature. Additionally, selectSelectedTransactionNumberArr will call 

getOneTimeTransactionNumberArr (see Figure 7.1.15.2) to get the one-time transactions from 

all the transactions when the currentSelector is “oneTimeTransaction”. The one-time 

transaction button handles the event by dispatching the toggleShowOneTimeTransaction action 

for toggling the currentSelector value between “” and “oneTimeTransaction”.  

 

Figure 7.1.15.2. Specification of the getOneTimeTransactionNumberArr used by 

selectSelectedTransactionNubmerArr.  

The API server calculates the frequency with the transaction group ID mentioned in 7.1.12. In 

the API server, when calling the TransactionDataset.setFrequencyOption method, not only the 

transaction description group column will be updated, but the frequency will also be calculated 

by the __updateFrequency method, which uses the __getFrequencyOfGroup method. 

7.2 Optional Features 

This section introduces the implementation of the optional features mentioned in section 4.1.2. 

7.2.1 Bar Glyph Reordering 

As Figure 7.2.1.1 shows, the order of the bars can be sorted. These options are in the 

BarDayViewControlPanel. It is implemented by letting the CalendarView sort the day's 

transaction data before creating the xScale in the BarDayView component.  A comparator is 

needed to sort the transaction data generated by TransactionData. The curryCompare method 

takes an attribute name of the transaction data and the descending/ascending option and returns 

a comparator. The configuration is stored in the sortingKey and isDesc state in the redux store’s 

barDayViewSlice. When the user changes the options in the calendar view control panel, the 

sortingKey and isDesc get updated by the actions that are dispatched in the event handlers (i.e., 

handleSetBarGlyphSortingKey and handleSetBarGlyphSortingOrder respectively). 
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Figure 7.2.1.1. Bars get sorted by the transaction amount in descending order. 

7.2.2 Bar Glyph Bandwidth and Height Options 

The width of the bars can be the same across all the bar glyphs in Figure 7.2.2.1 or can be set 

to make the bars fill the container width like in Figure 7.2.1.1. The height of the bars can be 

either a logarithmic scale or linear scale, see figure 7.2.2.1. The user can control these options 

in the control panel implemented in the BarDayViewControlPanel.  

To implement these, isSharedBandWidth, heightAxis, and maxTransactionCountOfDay states 

are stored in the barDayViewSlice. If shared bandwidth is true, the calendar view will calculate 

the maximum number of transactions of a day and store it in the maxTransactionCountOfDay 

state. Then, before the bar glyph calculates the x scale, the domain will be filled by the empty 

value to make the domain length the same as the maxTransactionCountOfDay. The heightAxis 

state will be checked by the bar glyph component. The linear height scale (i.e., 

heightScaleLinear) function and the logarithmic height scale (i.e., heightScaleLog) function 

will be prepared and put inside BarDayView’s props. The BarDayView will use the 

heightScaleLinear function for converting the transaction amount into height if the heightAxis 

is linear. Otherwise, it will use the heightScaleLog function. 

The options are in the calendar view control panel. When the user changes the option, the state 

will also be updated through the event handlers, which dispatch the corresponding actions, see 

Figure 7.2.2.2.  

 

Figure 7.2.2.1. Screenshot of the Bar glyphs with shared bandwidth and logarithmic height 

scale. The user can control the bandwidths, height scale, sorting key, sorting order of the bars. 
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Figure 7.2.2.2. The event handler for the shared bandwidth feature and the uses-log-height 

feature of the bar glyph.  

7.2.3 Pie Glyph Radius Option 

The pie glyph can be set to use linear scale (Figure 7.2.3.1) or logarithmic scale (Figure 7.2.3.2) 

for radius or use fixed radius (Figure 7.2.3.3). This is controlled by the radiusAxis state in the 

PieDayViewSlice in the state store. The state updating logic is also to let the radio buttons for 

the options in the PieDayViewControlPanel use an event handler called 

handleSetPieGlyphRadiusAxis, which dispatches the setRadiusAxis action. When the calendar 

view renders the pie glyphs, it prepares both the linear and logarithmic scale functions for the 

pie glyphs. The pie glyph will retrieve the radiusAxis from the redux store and choose the 

corresponding scale function for generating the radius based on the radiusAxis state. If the 

radius option is local, then the glyph will use the width of the container size as the radius. 

 

Figure 7.2.3.1. A screenshot of the expanded calendar view. The calendar view uses pie glyphs 

to show the transactions. Colour represents a category. Radius represents the total amount of 

transactions of each day. The radius uses a linear scale. 

 

Figure 7.2.3.2. Pie glyph with logarithmic scale. 
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Figure 7.2.3.3. Pie glyph with a fixed radius. 

7.2.4 Polar Area Glyph 

The polar area glyph (Figure 7.2.5.1) is implemented. The PolarAreaDayView component is 

used to get the day's transactions in O (1) from the data property and prepare the data and scale 

functions for the polarAreaChart components. Then, the polarAreaChart will render the glyph 

based on the data and scale functions.  

7.2.5 Polar Area Glyph Radius Options 

The polar area glyph radius options use the radiusAxis state, which provides both the 

information of logarithmic/linear and the information of local/shared domain, stored in the 

polarAreaDayViewSlice in the redux store. The polarAreaDayView will retrieve the radiusAxis 

state from the state store and provide different radius scale functions to the polarAreaChart 

component for rendering. If the scale is local, then the scale function for the radius of each slice 

is calculated based on the day's transactions. If the scale is global, the scale function will be the 

polarAreaCalendarViewSharedRadialScales provided by the CalendarView component. If the 

radiusAxis is a logarithmic scale, the function for creating the scale will be d3.scaleLogarithmic; 

otherwise, it will be d3.scaleLinear. 

The calendar view control panel (Figure 7.2.5.1) provides the option buttons, and the state 

updating logic is the same as the logic of the pie glyph.  

 

Figure 7.2.5.1. A Screenshot of the polar area glyphs with shared Logarithmic scale. The colour 

represents the category. 
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7.2.6 Star Glyphs  

Star Glyphs shows the transaction amounts of each cluster in a day, see Figure 7.2.7.1. It is 

implemented by the starDayView component and starChart component. The starDayView 

component efficiently gets the day data from its property. Then, it prepares the data and scale 

functions for the starChart for rendering. The starChart will first convert the data to the points 

in the polar coordinate. Then, the polar coordinate will be mapped to the point in the x-y 

coordinate through simple geometry, see Figure 7.2.6.1. Sequentially, triangles and lines will 

be generated based on the points. Finally, these elements will be rendered in the glyph. 

 

Figure 7.2.6.1. Code for Converting a Polar Point to an X-Y Point. 

7.2.7 Star Glyph Radius Options  

The star-glyph has similar radius options, just like the polar area glyph. The implementation is 

similar, except that the star-glyph and its control buttons use the radiusAxis state stored in the 

starDayViewState. 

 

Figure 7.2.7.1. A Screenshot of the star glyphs with shared Logarithmic scale. The colour 

represents cluster ID.  

7.2.8 “Superpositioned” Calendar View  

The glyph can not only show the transaction of a day of the chosen year (e.g., 2020/1/3), but it 

can also show all the transactions of the day of all the years (e.g., 2016/1/3, 2017/1/3, 2018/1/3, 

2019/1/3, 2020/1/3, 2021/1/3, 2022/1/3).  

The feature is implemented by adding an isSuperPositioned state into the calendarViewSlice in 

the redux store. When the glyphs retrieve day data from the entire dataset, they will check this 

state to select the day data of the current year of the calendar or the day data of all the years. 

Then, the other logic in the glyph components dos does not need to be changed, as only the 

dayData selecting code is now superpositioned.  

Additionally, after adding the superpositioned feature, the code at other places needs to be 

changed. In the App component, when calculating the selectedGlyphTransactionNumber, it will 

not check the year but only the month and day of the data if the value of the isSuperPositioned 

state is true. In the CalendarView component, when preparing shared scale functions, if the 

isSuperpositioned is true, the year will be used as part of the key when grouping the data.  
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The isSuperpositioned option (Figure 7.2.8.1) can be selected. When the user selects it, the year 

filed will be disabled. The state updating logic, like the others, uses an event handler to dispatch 

the corresponding actions (i.e., enableSuperPosition and disableSuperPosition) defined in the 

calendarViewSlice.  

 

Figure 7.2.8.1. The superpositioned option. When the check box is checked, the year input field 

is disabled. 

7.2.9 Calendar View Expanding 

There is an expand/fold button for the calendar view. By clicking the expanding button (Figure 

7.2.9.1A), the calendar view will be centred like a separate window (Figure 7.2.9.1). When the 

calendar view is expanded, the expand button will become a fold button (Figure 7.2.9.1A) for 

making the calendar view back to the normal size (Figure 7.2.9.2). 

 

Figure 7.2.9.1. Expanded Calendar View. (A) Folding button. 

 

Figure 7.2.9.2. Regular Calendar View. (A) Expanding button. 

To implement this feature, containerWidth, containerHeight, expandedContainerWidth, 

expandedContainerHeight and isExpanded state was added to the calendarViewSlice in the 

redux state store. The interfaces called selectCurrentContainerHeight and 
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selectCurrentContainerWidth were also added to the calendarViewSlice. These two selector 

functions can return the containerWidth and containerHeight if isExpanded is false. Otherwise, 

they will return the expandedContainerWidth and expandedContainerHeight. These two 

selector functions were used by the CalendarView component to retrieve the glyph size.  

Additionally, a reusable component, ExpandableContainer, was developed. It can provide a 

button that shows “+” or “-” for the folded or expanded status (see Figures 7.2.9.2A and 

x7.2.9.1A). It uses the onSetExpand event handler, defined by the App component, to change 

the child element’s style when the user clicks the expand/fold button. Its storage is a state by 

itself to determine if the container is expanded and uses the initStyle, a CSS style, property 

when not expanded, and expandedStyle when expanded.  

The calendar view component is wrapped as a child component inside an ExpandableContainer 

component. The onSetExpand event hander passes into the container is a function that 

dispatches the calendarViewSlice.expand or “.fold” action, which changes the isExpanded state 

of the calendarViewSlice.  

The difficulty of implementing the expand feature for the calendar view and the other two views 

is to decide which component is responsible for the style property. It can be put inside the 

ExpandableContainer or as a property that needs to be passed into the container. The decision 

is made to use the latter for maintainability reasons. So that in the future, if different 

ExpandableContainer needs to be implemented, such as an ExpandableContainer centred at the 

left, at the right, with or without a border, they can be implemented by simply putting the 

ExpandableContainer inside a new component which provides styles.  

7.2.10 Transaction Amount View Axis Swapping 

The user can click the button (Figure 7.2.10.1A) to swap the x-y axis. When the axis is swapped, 

the brusher will move with the axis. Additionally, the sliders' range will remain the same as 

before swapped, and the option of using a logarithmic scale for each axis will also be memorised, 

see Figure 7.2.10.1 and 7.2.10.2. 

 

Figure 7.2.10.1. Transaction Amount View. (A) is the button for swapping the x and y axis.  
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Figure 7.2.10.2. Transaction Amount View after swapping. 

To explain how the swapping feature works, it needs to clarify how the InteractiveScatterPlot 

and TransactionAmountView render the charts.  

The InteractiveScatterPlot is a reusable component that both Transaction Amount View and 

Cluster View can use. The axis information, the event handler for updating the states, and the 

data are passed by its parent components, TransactionAmountView and ClusterView. The 

InteractiveScatterPlot receives the properties called xArr and yArr, which are two linear arrays 

of numbers representing the data for the x-axis and y-axis. Then, based on the other 

configurations, such as those for the layout, logarithmic options, etc., scale functions for 

mapping x and y data will be created. Sequentially, the data in xArr and yArr will be converted 

to the arrays called xVisualData and yVisualData, which are the x and y locations on the chart. 

These two arrays will be passed into the InteractiveScatterPlot’s child Circles Component to 

render an array of points.  

To prepare the xArr and yArr for InteractiveScatterPlot, the TransactionAmountView 

component gets the xArr and yArr from the scatterPlotSlice in the redux store. In the 

scatterPlotSlice, two states (i.e., x and y) represent the attribute names of the x-axis and the y-

axis. Two value selectors called selectXdata and selectYdata are used to get the x and y-axis 

data. Those two selectors select the data based on the states for the attribute names.  

To implement the swapping feature, a "swap" action is added to the scatterPlotSlice. It swaps 

the states for the attribute names (i.e., x and y), options for logarithmic (i.e., xLog and yLog 

mentioned in sections 7.1.5 and 7.1.6), and the sliders (i.e., sliderXMin, sliderXMax, 

sliderYMin, and sliderYMax mentioned in section 7.1.5 and 7.1.6). The 

TransactionAmountView create the onSwap event handler, which dispatches the swap action 

and provides this event handle as the handleSwap property of TransactionAmountView’s child 

component InteractiveScatterPlot. Finally, the swap button is added to the 

InteractiveScatterPlot.  

The major difficulty is that this feature causes a bug for the brusher, which is the brusher’s 

location does not move when the axis is swapped. The description of this challenge and the 

solution was introduced in section 7.1.8. 
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7.2.11 Transaction Amount View Expanding 

The transaction amount view also has an expanding feature. The user can expand and fold the 

transaction amount view (see Figures 7.2.11.1 and 7.2.11.2). 

 

Figure 7.2.11.1. Folded Transaction Amount View. (A) Expanding button. 

 

Figure 7.2.11.2. Expanded Transaction Amount View. (A) Fold button. 

The implementation of this expanding feature for the transaction amount view is almost the 

same as the expanding feature for the calendar view, except for two differences. The first one 

is that the states, including containerWidth, containerHeight, expandedContainerWidth, 

expandedContainerHeight and isExpanded, and the interfaces (or called selectors), including 

selectCurrentContainerHeight and selectCurrentContainerWidth, are included in the 

ScatterPlotSlice rather than the CalendarViewSlice. The second difference is that the event 

handler for expanding dispatches the expand and fold action for the scatterPlotSlice rather than 

the calendarViewSlice, see Figure 7.2.11.3.  
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Figure 7.2.11.3. The event handler will be called when the user clicks the expand and fold 

button. It is in the App component and will be passed into the expand/fold buttons in the 

ExpandableContainers with the chartToExpand argument based on the child component of the 

ExpandableContainers.  

The difficulty is also the bug for the brusher, which is the brusher’s location does not move 

when the size of the chart changes. The solution is just like the solution mentioned in 7.1.8. 

7.2.12 Cluster View Expanding 

The expanding feature of the cluster view is almost the same as the one of the transaction 

amount views, but the states and the event handler are related to the clusterViewSlice.  

7.2.13 Cluster View Colour Option 

The user can choose what variable to be represented by the colours in the cluster view control 

panel. The supported variables are category, cluster ID, and transaction description group. 

 

Figure 7.2.13.1. Cluster View Control Panel. (A) is the colour option. The user can choose what 

is represented by the colours of the points in the cluster view. 
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To implement this feature, a state called colour is added to the clusterViewSlice of the state. A 

selector called selectColourLabel is used for providing the knowledge of what is represented 

by the colours in the cluster view, and another selector called selectColourDomainMemorised 

is created for providing a linear array of ColourDomainData object (which has the information 

of transaction number and its value for the corresponding colour variable defined by the colour 

state). An action called setColour is used for updating the colour label. 

Then, the ClusterView choose one of the colour scales (i.e., categoryColourScale, 

clusterIdColourScale, frequencyUniqueKeyColourScale) from the props provided by the App 

component based on the knowledge retrieved by selectColourLabel selector of what variable 

represented by colours. And use selectColourDomainMemorised to get the variable for each 

data. The colour scale function, colour domain array and colour label will be passed into its 

InteractiveScatterPlot component and rendered by the InteractiveScatterPlot component. 

The interactivity of the colour option (Figure 7.2.13.1A) is implemented in the 

ClusterViewMappingControlPanel component by providing an event handler called 

handleChangeColour for the selection box, which uses Material UI. The event handler will 

dispatch the setColour action to update the colour state.  

7.2.14 Cluster View Axis Options and Swapping 

Like the transaction amount view, the cluster view also provides a swap button. Additionally, 

the user can choose what variable to be represented by the x and y axis in the cluster view 

control panel, see Figure 7.2.14.1.  

As the cluster view also uses the InteractiveScatterPlot component, the swapping 

implementation is like the transaction amount view implementation. Still, the states, selectors 

and actions are in clusterViewSlice.  

Additionally, two actions called setXLable and setYLabel are created in the clusterViewSlice. 

They are used for changing the x and y states and separately reset the states for the sliders. The 

axis options (see figure 7.2.14.1A&B) are implemented in the 

ClusterViewMappingControlPanel component, and they are achieved by the event handlers (i.e., 

handleChangeXLable and handleChangeYLable) that dispatch the setXLabel and setYLabel 

actions, respectively.  
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Figure 7.2.14.1. Cluster View Control panel. (A) X-axis Option. (B) Y-axis Option. (C) Axis 

swap Button. 

7.2.15 Table View Page Option 

The user can determine the number of rows displayed in the table view. There is a drop-down 

menu for choosing the number of rows (Figure 7.2.15A). Additionally, the information on 

which rows is shown on the table is also displayed next to the drop-down menu (Figure 7.2.15B). 

The user can switch between rows by changing the current page (Figure 7.2.15C).  

The candidate numbers of rows are 8, 17, 50, 100, 200, and all. The first two numbers are 

carefully chosen as eight rows can make the web page not overflow, and 17 can make the table’s 

height become the height of the web page. The other larger number allows the user to scroll on 

the table when they want. Additionally, when the table overflows the screen, the screen will 

automatically scroll so that the entire table will be displayed. As these options are only used by 

the table view, the configuration state, reducers, and actions are just maintained by the 

TableView component. There is a numberOfRowPerPage attribute defined in the table view’s 

configuration state. It is used for deciding how many rows to display. The action whose type is 

‘change number of rows’ is defined, and the reducer will be updated with the value of 

numberOfRowPerPage when the action is dispatched. An event handler called 

handleChangeNumberOfRowsPerPage is defined in the component and is provided to the drop-

down menu. This event handler will dispatch the changeNumberOfRowPerPage action when 

the user chooses a value in the drop-down menu. The component will also be checking the 

numberOfRowPerPage. If this value changes, it will automatically scroll the window using the 
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DOM API called scrollIntoView.  

To provide a current page option, currentPage is defined in the configuration. An action called 

‘change page’ is defined, and the reducer updates the value of the currentPage when the action 

gets dispatched. An event handler called handleChangePage is created to dispatch the “change 

page” option after checking if the value exceeds the number of pages. The event handler is 

passed into the page number input box (Figure 7.2.15.1C).  

To decide which rows to render, the startIndex and endIndex are calculated based on the value 

of numberOfRowPerPage and currentPage. 

The numbers in (Figure 7.2.15.1B) are calculated based on startIndex, endIndex and 

numberOfRowPerPage values. 

The difficulty is to decide the best number of rows. Initially, each row's size may change based 

on its content, so given the number of rows, the height of the table might change, which means 

the table may or may not overflow. To solve this problem, each row's height and the column's 

width are set to be constant. Additionally, if the data in a cell exceeds the cell size, the exceeded 

part will be hidden. Therefore, tooltips are provided so the user can hover over the cell and see 

the full data. 

 

Figure 7.2.15.1. Table View. (A) option for the number of rows to display on a page at once. 

(B) information of the current rows. (C) option for changing the current page. (D) Clear all 

buttons that will cancel the selection for the current table. In this case, if the user clicks the clear 

all button, the day selection on the calendar view will be cancelled because the current table is 

“Selected Glyph Data”. 

7.2.16 Table View Clear-All Button 

The “clear all” button in the table view is one of the ways to cancel the selection. When the user 

clicks it, the day selection in the calendar view will be cancelled if the current table is for the 

glyph data. If the current table is for the brushed data or the data for the selected colour legend, 

the selection will be cancelled.  

To implement this feature, two event handlers called handleClearBrush and handleClearGlyph 

are created in the App component and passed into the brushed and glyph data tables, 

respectively. Depending on the current table, one of these event handlers will be called when 

the user clicks the “clear all” button. The handleClearBrush will dispatch the clearBrush action, 

which is created in interactivitySlice. It will set the currentSelector to be an empty string, which 

will cause the selectSelectedTransactionNumberArr to return an empty array. The 

handleClearBrush will dispatch the action called clearDetailDay, which is defined in the 
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calendarViewSlice. It will set the detailDay to be null. As a result, if the set of transaction 

numbers is empty or the detailDay is null, the brushed table or the glyph detail table will be 

empty. 

7.2.17 Table View Sorting 

If the user clicks the table view's column name in the table view, the data's order will be changed. 

Initially, the table is sorted by the ID (i.e., transactionNumber) in ascending order. If the user 

clicks the column name that is the current column name for sorting, then the order will be 

toggled. If the user clicks the other column name, the table will be sorted by the new column 

name, and the order will be the same as the previous sorting order. The column name (Figure 

7.2.17.1A) will be with an arrow after it if it is the sorting key.  

 

Figure 7.2.17.1. Table View. The transactions are sorted by their description in ascending order. 

(A) is the column name, it has an up arrow indicating that transactions are sorted by their 

transaction description in ascending order. The column name can be clicked like a button. 

To implement this feature, a sortingKey and isDesc are stored in the sortingConfig state in the 

TableView component. Actions “change sorting key” and “toggle order” are defined. The 

reducer will update sortingKey and isDesc. Like other features, event handlers dispatch actions 

when the user clicks the buttons. However, the state is stored locally in the component rather 

in the redux store.  

When rendering the table, the sortingKey and isDesc are used to create a comparator function, 

which will be used to sort the array of the selected transaction data. The TableView component 

will render the sorted transaction data array. The column names will also be rendered based on 

the value of sortingKey and isDesc.  

7.2.18 Table View Synchronised Row Colour 

The colour for each row is determined by how the user selects the transaction. Suppose the user 

uses the brusher on the transaction amount view. In that case, the colour on the table will 

represent the category of the transaction, just like in Figure 7.2.18.1. If the user uses the brusher 

on the cluster view, the colour will be determined by the colour option for the cluster view 

chosen by the user, just like Figure 7.2.18.2. If the user selects the data by colour legend, the 

colour of the rows in the table will be determined by the colour legend, just like in Figure 

7.2.18.3.  
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Figure 7.2.18.1. A Screenshot of iBankEx. The user selected the data through the brusher in 

the transaction amount view. The category of each transaction determines the colour on the 

brushed data table.  

 

Figure 7.2.18.2. A Screenshot of the cluster view and table view. The user selected the data 

through the brusher in the cluster view. The cluster ID of each transaction determines the colour 

on the brushed data table.  
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Figure 7.2.18.3. A Screenshot of iBankEx. The user selected data through the category legend. 

The category of each transaction determines the colour in the table. 

To implement this feature, selectCurrentSelectorColourScaleType is defined in the 

interactivitySlice. This selector tells the colour scale type by checking the interactivitySlice’s 

currentSelector state and the colour label of the cluster view. The App component will choose 

the right colour scale function for the table views, see Figure 7.2.18.4. Then, the table view sets 

the background of each row based on the colour string returned by the colour scale function. 

 

Figure 7.2.18.4. Code in App component. Lines 42 and 43 prepare the colour scale for the 

selected data detail table. Lines 49 and 50 prepare the colour scale function for the glyph detail 

table.  

7.2.19 Colour Legend Sorting 

To help the user find the category, cluster ID or transaction description group more easily, the 

colour legend can be sorted by clicking their title. By default, the legend is sorted by colour. If 

the user clicks the title, the legends will be sorted by the letters in ascending order, see Figure 

7.2.19.1. If the user clicks the title again, the order will be descending. If the user clicks the title 

when the order is descending, the order will be changed to the default order. 
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Figure 7.2.19.1. A Screenshot of Category colour legends with different sorting order. (A) is 

sorted by colour. (B) is sorted by the words in ascending order. (C) is sorted by the words in 

descending order.  

This feature is implemented in the LegendList component, see Figure 7.2.19.2. A sortBy state 

is maintained inside the LegendList component. An array of data for each legend is called 

sortedColourMappingArr, which is sorted based on the sortBy value. When rendering the 

colour legend, the order is the same as the data in the sortedColourMappingArr. Additionally, 

to provide interactivity, the handleToggleSortting is created to change the sortBy state when the 

user clicks the title.  
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Figure 7.2.19.2. Code for sorting the colour legend in the LegendList component. The 

sortedColourMappingArr stores the information for rendering the colour legend. It is sorted 

based on the sortBy state. The handleToggleSortting function is used for handling the user’s 

interaction. 

The challenge is to sort the colour legends that only use numbers. If comparing the number by 

“>”, the order will be like Figure 7.2.19.3. That’s because the data type of the numbers is string. 

To handle this problem, they were converted to float and compared in line 98 in Figure 7.2.19.2. 

 

Figure 7.2.19.3. Unintended error, showing the wrong order of sorted cluster-ID. 
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7.2.20 Border Colour for Brusher and Calendar View 

As Figure 7.1.8.1 illustrates, the brusher's border colour and the rectangles wrapping the glyphs 

are blue.  

The brusher’s colour is set to be blue in the InteractiveScatterPlot component, see Figure 

7.2.20.1. To set the border colour in the calendar view to be blue, the CalendarView component 

created a set of date string (see Figure 7.2.20.2) when the selected transactions happened. This 

Set is called highLightedCalendarDayBorderMMDDSet and is passed into the MonthView 

component introduced in 7.1.2. When the MonthView renders each day’s glyph, the border will 

be blue if the date is in the highLightedCalendarDayBorderMMDDSet. 

 

Figure 7.2.20.1. The code that sets the border colour of the brusher to be blue. 

 

Figure 7.2.20.2. A set of string representing the month and day when the selected transactions 

happened. 

There are two reasons for using string rather than the JavaScript date class. One reason is to 

support the superpositioned calendar view feature, which does not need to know the year 

information needed in the date class. Another reason is to get the correct Boolean value when 

checking if a date is in the set. The return value will be false if the date object to check is not in 

the set, even if there is a date object with same time in the set (see Figure 7.2.20.3), which 

makes date checking inconvenient. The primitive nature of string ensures that the date string 

created anywhere can be regarded as the same by the set.  
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Figure 7.2.20.3. When using the date object in the set, two dates with the same time will not 

be regarded as the same thing when checked by the “has” method. 

7.2.21 Table View Consistent Radio Button Colour 

The colour for the brusher (Figure 7.2.21.1A), the border of the glyphs with selected 

transactions (Figure 7.2.21.1B), and the radio button (Figure 7.2.21.1C) are blue.  

 

Figure 7.2.21.1. A Screenshot of iBankEx (A) Brusher (B) Glyph with blue border (C) Blue 

radio button. 

Similarly, the colour for the selected glyph’s border (Figure 7.2.21.2A) and the radio button 

(Figure 7.2.21.2B) are red. This is implemented by the MonthView component. It checks the 

detailDay state provided by the CalendarView and sets the colour to red if the date of the glyph 

is the detailDay.   
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Figure 7.2.21.2. A Screenshot of the right part of iBankEx (A) Selected Glyph with Red Border 

(B) Red Radio button. 

7.2.22 Transaction Description Grouping Advanced Mode 

An advanced mode is provided for the expert user. The user can choose what distance measure, 

linkage method and target number of transaction description group in the cluster view control 

panel, see Figure 7.2.22.1. This feature allows the user to explore different parameters for the 

transaction description grouping, as there might be better parameters than the default one. The 

user must turn on the advanced mode button to enable these options.  
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Figure 7.2.22.1. A Screenshot of the cluster view control panel. (A) is the button for the 

advanced mode. When the button is switched off, the distance measure, linkage method and 

number of transaction description groups will not be editable.  

The distance measures are just those jellyfish provide (Turk, n.d.). Scipy provides the method 

for calculating the distance matrix and linkage matrix. When the user clicks update, the 

frequencyUniqueKey state defined by clusterViewSlice in the redux store will be updated by 

the handleSave event handler that distich the setFrequency behaviour in the clusterViewSlice 

in the redux state store. Then, once this state gets updated, the App component will call the 

updateFrequencyInfo API through the function useSyncTransactionDataAndClusterData. Once 

the API is returned, the entire dataset stored in the interactivitySlice in the redux store will be 

updated. As a result, all the views using transaction data will be re-rendered.  

When the API server receives the API call, the transactionDataset object will use the 

corresponding LinkageBasedClusterer object, which has a precalculated distance matrix to 

generate the new transaction description group id for the transactions. In detail, the 

LinkageBasedClusterer will update its linkage matrix based on the linkage method by 

__updateLinkageMatrix method. Then, _searchOptimalThreshold will use binary search to find 

the threshold that can produce the number of clusters closest to the user-defined target number 

of clusters. The getClusterIdList method will use the threshold to generate the cluster id list 

through the fcluster function provided by Scipy.  

8 Testing and Evaluation 

This section describes the finding of the dataset and shows the usefulness by case study and 

performance test. 
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8.1 Results 

This section presents a case study and the findings of the data Idiosyncrasies that not has been 

mentioned by Firat et al. (2023). 

8.1.1 Case Study: Data Exploration 1 – paycheck 

This case study shows the usefulness of iBankEx for understand the data, where the paycheck 

transaction is explored from the overview to the detail. It starts from the obvious orange bars at 

the end of each month (Figure 8.1.1.1). This case study shows the usefulness of the 

superpositioned calendar view, bar glyph, star glyph, the clustering algorithm, the table view, 

the cluster view, the transaction amount view, colour legend sorting, context and focus, table 

reordering, transaction frequency, description grouping option, transaction clustering, view 

expansion, and brush and linking. 

 

Figure 8.1.1.1. Expanded superpositioned calendar view with bar glyphs. Each bar represents 

a transaction record. The bars are sorted by their transaction amount, represented by height with 

logarithmic scale in descending order.  

By clicking the colour legend, iBankEx presents the detail of the paycheck transactions, see 

Figure 8.1.1.2, whose cluster view shows that most paycheck transactions are in the cluster 0, 

and a few are in the cluster 1.  

 

Figure 8.1.1.2. A Screenshot of iBankEx. The paycheck transactions are highlighted. 
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To get more information, star glyph is chosen, and the x axis of the cluster view is set to be 

transaction amount with logarithmic scale, see Figure 8.1.1.3, showing that the paycheck whose 

cluster id is 1 happens in the September 20, 2019. The reason it’s different from the others is 

because its low amount (i.e., 186.29). The cluster view shows that some paycheck transaction 

has two frequencies (Figure 8.1.1.4A&B). By checking the date column, both transactions 

happen each month. The reason for the difference might be the incorrectness of transaction 

description grouping.  

 

Figure 8.1.1.3. A Screenshot of iBankEx focusing on the paycheck transactions. The calendar 

view presents star glyphs. The rows in the table are ordered by cluster id.  

 

Figure 8.1.1.4. A Screenshot of cluster view and table view. (A) Transactions with lower 

frequency. (B) Transaction with higher frequency.  

To investigate this hypothesis, the description group 25 is selected by the colour legend. As 

Figure 8.1.1.5 present, “LIDL GB NOTTINGHA”, “KFC NOTTINGHAM” etc., are clustered 

in the same group with “UNIV OF NOTTINGHAM”. This means the transaction group is not 

clustered well for these descriptions.  
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Figure 8.1.1.5. A Screenshot of iBankEx focusing on the description group 25. 

To handle this, the transaction group unique key is adjusted to transaction description. As a 

result, the new frequency of these paycheck is become normal (i.e., 0.94 per month from 

Swansea university payment and 1 per month from Nottingham). This means this person has 

stable income.  

 

Figure 8.1.1.6. A screenshot of iBankEx. The transaction description is grouped by the 

description.  

Another observation is that there is a paycheck (Figure 8.1.1.7A) much higher than the others. 

By brushing on this transaction, we can see the detail of it in the table view (see Figure 8.1.1.8). 

The transaction happens on Jun 29, 2019.  
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Figure 8.1.1.7. Expanded Transaction Amount View focusing on paycheck transaction. The 

view is zoomed in along the Y-Axis. (A) is the high amount paycheck transaction.  

 

Figure 8.1.1.8. iBankEx focusing on the high amount paycheck transaction. The brusher is used 

for selecting the transaction.  

8.1.2 Data Idiosyncrasies 

The following were found during the project: 

1. Incorrect location value as mentioned in section 3. 

2. Category “Gorceries” with extra space at the end. 

3. Inconsistent transaction description such as “LIDL GB NOTTINGHA” and “LIDL GB 

NOTTINGHAM”, “Amazon *Mktplce” EU and “AMAZON MKTPLACE PM”. This 

is solved by the “Transaction Description Grouping” feature provided by MoneyVis.  

4. Consecutive empty space for transaction description, see Figure 8.1.2.1. 



95 

 

 

Figure 8.1.2.1. JavaScript Code for getting the transaction description with consecutive space.  

8.2 Performance Test 

This section presents the response time of the user interaction. It is tested by the Chrome dev 

tool, which provides the timestamp of user interaction and screen changing. The response time 

is calculated by subtract the timestamp of the screen changing from the user interaction event 

like click or mouse-up. The screenshots, such as Figure 8.2.1, of the tests are provided in the 

Appendix 2. 

 

Figure 8.2.1. Performance test for brushing on the transaction amount view when the calendar 

view use bar glyph and shows the data of 2016. The response time is calculated by subtract the 

time at (B) from the timestamp of (A). (A) is the time when user release the mouse on the 

brusher, (B) is the time when the view gets updated.  
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Table 8.2.1 present the response time when the user brushing on views, choose a colour label 

and click glyph to show detail in the table. Most of the response time are below 500 

milliseconds. Most interaction are smooth enough except for the one when using bar glyph.   

Table 8.2.1. The response time with different calendar view configuration for user brushing on 

views, choose a colour label or click glyph to show detail in the table. 

Behaviour Glyph Calendar Year Response Time 

brush on transaction amount view 

bar 

2016 

575ms 

pie 199ms 

polar area 243ms 

star 218ms 

bar 

Superpositioned 

491ms 

pie 358ms 

polar area 287ms 

star 229ms 

brush on cluster view 

bar 

2016 

528ms 

pie 209ms 

polar area 234ms 

star 214ms 

bar 

Superpositioned 

496ms 

pie 218ms 

polar area 319ms 

star 250ms 

choose a colour label 

bar 

2016 

552ms 

pie 242ms 

polar area 249ms 

star 225ms 

bar 

Superpositioned 

540ms 

pie 348ms 

polar area 297ms 

star 260ms 

click glyph to show detail in the table 

bar 

2016 

273ms 

pie 240ms 

polar area 262ms 

star 249ms 

bar 

Superpositioned 

257ms 

pie 231ms 

polar area 236ms 

star 239ms 

change calendar view page 

bar 

2015 to 2022 

171ms 

pie 177ms 

polar area 204ms 

star 194ms 

 

The other behaviours including changing the page number of the table, expanding the views, 
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moving the sliders, swapping the axis, toggle the logarithmic scales, show one-time transactions, 

loading the page, updating the clustering configuration and transaction description group 

configuration and change the colour coding for the cluster view are also tested. Their response 

time are shown in the Table 8.2.2.  

Table 8.2.2. Response time for the other behaviours. 

Behaviour Additional Notes Response Time 

table change page 

8 rows per page 136ms 

17 rows per page 247ms 

50 rows per page 592ms 

100 rows per page 1230ms 

200 rows per page 2356ms 

expanding transaction amount view  101ms 

expanding calendar view  554ms 

expanding cluster view  91ms 

moving sliders 

cluster view 

62ms 

swap axis 149ms 

change log scales 115ms 

focus on one time transaction  229ms 

loading page  3119ms 

update KMeans config  724ms 

update transaction description group config  2873ms 

change cluster view colour coding  96ms 

 

9 Conclusion 

In this study, a web-based interactive visualisation tool, iBankEx, was developed for exploring 

the first open retail bank transaction dataset of a single account. The tool has visualisation 

features such as multiple coordinated views, brush and linking, context and focus to facilitate 

the exploration of the data and utilised clustering algorithms. The tool presents overview of the 

data through a transaction amount view, a cluster view, and a novel superpositioned calendar 

view with different glyphs and a table view for detail. Sliders are provided for zooming and 

filtering. Transaction clustering and transaction description clustering are used for providing 

more insight of the dataset. The project is evaluated by case study and performance test. 

Additionally, this thesis contributes to the new knowledge of the data idiosyncrasies. 

10 Future Work 

In the future the following things can be done. The performance can be improved by using 

Canvas to render the calendar view and table view. Table lens can be applied to improve the 

effectiveness of the table view. Transactions can be aggregated to present derived data of the 

groups. These aggregated data can be presented as sortable glyphs like AgentVis (Rees et al., 

2021) provides. Hovering and linking can also be provided to allow the user hover on a visual 

element and highlight the rest views. Undo and redo is also an useful feature for exploration 

(Shneiderman, 1996), which can be added in the future. The future researcher can also do more 

case studies to present more insight of the dataset. User test can be applied to gather the 

feedbacks for better user experience.  
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Appendix 1. Meeting Minutes 

The meeting minutes can be accessed by this link: 

https://docs.google.com/document/d/1jvSTDCbzuLoCJahr0fWbhZxJNiqvHVj1KQ0yNIy46b

0/edit#heading=h.eenmnoe2v7f8.  

Appendix 2. Performance Test 

The screenshot of the performance test can be accessed by this link: 

https://github.com/TomTomMao/iBankEx-Performance. 

Appendix 3. Python Documentation 

The documentation was generated by pydoc and Fastapi. 

The documentation can be accessed via this link: https://github.com/TomTomMao/iBankEx-

Python-doc.  

https://docs.google.com/document/d/1jvSTDCbzuLoCJahr0fWbhZxJNiqvHVj1KQ0yNIy46b0/edit#heading=h.eenmnoe2v7f8
https://docs.google.com/document/d/1jvSTDCbzuLoCJahr0fWbhZxJNiqvHVj1KQ0yNIy46b0/edit#heading=h.eenmnoe2v7f8
https://github.com/TomTomMao/iBankEx-Performance
https://github.com/TomTomMao/iBankEx-Python-doc
https://github.com/TomTomMao/iBankEx-Python-doc


107 

 

Appendix 4. Source Code 

This source code is in the git repository: https://github.com/TomTomMao/summer-project-

msc.  

https://github.com/TomTomMao/summer-project-msc
https://github.com/TomTomMao/summer-project-msc

