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1. Java / Object Oriented
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Total 50 marks

You need to create a system to allow players to play a card game on the computer. Assuming
that two classes are created for you (see the AIDecision and UserInterface classes on
page 3), create an OO design and consider how you would convert it into Java code for the

requirements on page 3, providing answers to the following questions:

1 a) Describe your design

[25 marks]

e Provide a table like that below, to explain the classes that you would use in your
design, their purposes, their key attributes and what data each attribute stores, and
their key methods and what each method does (for simplicity, ignore getters/setters).

Class

Purpose

Attributes

Methods

MyClass

The only class in this example,
which is here only for illustrative
purposes — do not include this in
your answer

‘name’ - stores the name
of the MyClass object

‘doc’ - the ‘date of
creation’ of the object

info() — returns a string
with the name of the
object and its date of
creation

clone() — create a
duplicate of this object

e Explain any inheritance or aggregation/composition relationships between classes and
why each exists.

e Briefly explain how your design would work, to show why your design meets the
requirements: how do your classes work together to implement the requirements and
what happens when your program is executed.

1 b) Explain parts of your design

[25 marks]

Explain the following parts of your design by providing a clear explanation and sample Java

code:

e Explain what happens when your program starts if player 1 is human, player 2 is Al,
player 3 is human and player 4 is AlL. Explain what objects are created in what order
by your design and give Java code examples for how your program would create the
initial objects and link them together. You should clearly show which objects are
created and where they are created.

e Explain what parameters (hame, purpose and Java type) and what return types you
would use for Java implementations of the methods show(), askHuman() and askAI()
in your design.

e Explain which of the design patterns that we have considered in this course you used
in your design, why you used them (what are they for), and how you would
implement these parts of the design in Java.

COMP1009-E1




3 COMP1009-E1
Program/System Requirements:

You need to provide a design for a program to allow two or more players to play a card
game on the computer. Each player may be either a human or an Al. Assume that each
player has their own deck of 52 cards, numbered 1 to 52. At the beginning of the game,
each deck is shuffled. Each player has a ‘hand’ of cards, a collection of cards that they are
‘holding” and are ready to play. Each player will then keep drawing from their deck (moving
the top card from their ‘deck’ into their *hand’) until they have 5 cards in their *hand’.

Game rules: Starting at player 1, each player will play one card from their *hand’ onto the
virtual ‘table’, in order, first player 1, then player 2, player 3, etc. Whoever plays the highest
numbered card wins the ‘round’, gets a point, and the ‘round’ ends - the played cards are
removed from play. Each player then draws another card from their deck to their hand, so
that they again have 5 cards, as long as there are cards left in their deck, otherwise they
just play with the cards in hand. The player who won the previous round goes first in the
next round, then each other player plays in turn, keeping the same order of player numbers,
and returning to player 1 after the highest humbered player. E.g., with 5 players, if player 3
started, the player order would be 3, 4, 5, 1, 2. Play continues until each player has played
all 52 of their cards. At the end of the game, the player with the most points wins.

UI: You do not need to consider how to display the game to the human players and allow
them to input commands: assume that you have a user interface class called
UserInterface to do this, which has a function that you can call (called show()) to display
the current state of the card game to each player. You need to give show() information
about the cards that are in each player’s hand, the cards that each player has played so far,
the points each player has won so far, and whether it is the end of the game or not (so it
displays final scores). Assume that UserInterface also has a function called askHuman()
that you can call to ask any specific player what card they want to play, which allows a
player to choose a card to play from their hand (which they can see from the last show()).
The exact details of what parameters to pass to show() and askHuman() will depend upon
your design and you should consider what parameters to use.

AI: You do not need to consider how the AI would be implemented for Al players: assume
that you have a class called AIDecision, which has a single function (called askAI()) which
will tell you what card to play if you tell it the cards that are in its hand, the cards that have
been played by each player so far this round, and all of the cards that have been played so
far by each player. You should decide what parameters would be passed to this function
based on your design and should assume that this class would be implemented for you to
take the parameters that you have chosen.

You should make it possible for the program to easily check which cards are in a hand or
deck, returning each card one at a time, since the User Interface and AI may need this.

Your program should work with different numbers of players and allow any player to be
either human or AI. Assume that you specify the number and type of players at the start of
the game (in code). (See Q1b, explaining what happens when the program starts.)

You should make it easy for a spectator feature to be added, so that it is possible for a
spectator (class) to ask to be told about each card that is played.

End of Question 1: Total 50 marks
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2. Haskell / Functional Programming Total 50 marks
Suppose that you have been asked to write an article for a computing website on
“Recursive Functions in Haskell”

Write a short article (maximum 750 words) on this topic, explaining how recursive functions
can be defined in Haskell, illustrating a range of different mechanisms. Each of the
mechanisms that you mention should be illustrated with a small example in Haskell.

[50 marks]
Further instructions:
e Please provide a word count for your article.

e Your article should be based on concepts that were taught in the module, and must
have a clear narrative structure rather than simply being a list of mechanisms.

e The Haskell examples should be devised by yourself rather than being copied or
adapted from the course materials, and should be included in the word count.

e You may assume that your audience is familiar with the basics of programming but
has no Haskell experience. Your article should be self-contained, and not include a

bibliography or links to external web pages or other resources.

e This take-home examination is conducted under normal examination conditions. As
such, we are not able to offer help or feedback on draft articles.

e Articles must not be posted online.

End of Question 2: Total 50 marks
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